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ABSTRACT

With the explosive development of the Information and Communication Technology
(ICT) devices, the increase in energy consumption and heat dissipation by these devices
poses the problem of an energy crisis and exacerbation of the greenhouse gas problem
with global warming. Recently, ongoing focus on the environmental sustainability
proliferating in various domains and sustainable computing/green computing has been
getting increased attention. The principle aspects of sustainable computing is the
reduction of energy requirement for running any computing infrastructure, energy
longevity of computing equipment to reduce need for their replacement and ensuring
energy consumption within the energy available from the renewable energy sources in
the environment. Therefore, these factors are getting more attention and a lot of work
has been carried out on “Green computing”, which represents an environmentally
responsible way for the above discussed scenario by reducing the energy consumption,
and also address to various environmental related issues such as waste management,
greenhouse gases etc. An emerging issue of the power dissipation has imposed a very
significant question on the system and software design and it is well understood that in
the future, there will be a great demand for energy-sustainable software. Therefore, the
vision of a sustainable planet and minimization of the energy consumed by computer
systems motivated us to find more energy-sustainable computing methods for personal

computers.

Earlier, the computer systems were extremely inefficient with low computing power
and high energy consumption. In newer computer systems, the average power
requirements are decreased by almost 50% (nearly 100 watts to 50 watts) and standby
power consumption stayed relatively constant at approximately 25 watts. The overall
computer system power consumption is increasing however, the standby power

consumption is decreasing.

In this thesis, we have emphasized on the need of minimizing this standby power

consumption of 25 watts, which can be used for other purposes and discussed various



techniques used to minimize the energy consumption of computer systems. Currently,
Advanced Configuration and Power Interface (ACPI) is used by various designed
operating systems for personal computer systems to reduce the energy consumption,
which sets the display to low power-modes after specitied periods of inactivity on the
mouse and keyboard and its efficiency strongly depends upon the inactivity intervals set
by the users. There are various techniques which are categorized into different
categories such as hardware based approaches, simulation based approaches, software
based approaches, and energy-sustainable approaches. In this thesis, we have used the
various case scenarios of power schemes available in Windows operating systems to
evaluate the working of proposed user centric framework and algorithms. As we know
that these available power saving schemes in Windows operating system are used to
minimize the power consumption of computer system but in case, if these power saving
schemes are not configured properly they do not provide power saving and most of the
time computer systems remain switched on and this not only consumes the energy but

also not good for the environment due to its continuous heat dissipation.

We have designed an energy sustainable user centric framework for understanding of
user-application behavior and their interactions with machine sub-systems. We have
presented a power model of a system that demonstrates the relationship between the
serviced workload and power consumed for it. This is 2 common power model of the
computing equipment, which provides the information about power consumed over the
system utilization. To represent the system utilization, we have used the CPU utilization
as a scalar value for this model, which demonstrates that the CPU’s power consumption
increases linearly with its utilization. We have developed the graphical user interface
(GUI), based on this power model for user centric energy management. In contrast to
the existing energy management policies, which are device centric either ignore the user
by assuming unchangeable operational environment of the device or rely on very
simplified policies that causes to large energy losses. The proposed and developed
energy sustainable user centric framework implements the two different working modes
known as Swift mode and Exhaustive mode, for power saving. In the comparison
scenario, we have compared the existing power schemes of Windows operating systems
with the proposed two modes of operation. In discussed comparison scenarios we found
that Swift mode provides 66% of energy saving and Exhaustive mode provides 93%

more energy savings over the existing power schemes.

vi



We have also proposed the algorithms for aforementioned energy sustainable user
centric framework. To design an energy efficient computer system ultimately require
the development of fundamental frameworks, algorithmic techniques, and principles
that can be used to guide practical solutions. However, several dynamic voltage and
trequency scaling (DVFS) techniques has been evolved, which work around CPU
utilization. These techniques explore the opportunities for minimizing the energy
consumption by computer systems. Here, we proposed the algorithms like Swift
algorithm and Energy Sustainable Snapshot Algorithm (ESSA) for the two
aforementioned modes, respectively and both the algorithms are user centric that check
the user activity on the computer system continuously and switches the system into
hibernate or shutdown whenever no user activity is found on the computer system. The
proposed ESSA is very much effective and considers for total CPU usage of the system.
We have been focused on user activity and proposed a concept of the repository for the
installed programs on the computer system. The main role of this repository is to
provide zero loss to user’s data while switching the computer system to power saving

mode.

We have also evaluated the performance of proposed energy sustainable user centric
framework under both the modes and obtained the various real time results. As the main
objective of the proposed framework is to reduce the energy comsumption while
maintain the satistactory level of performance. This also becomes important as there are
several more problems associated with the modern software’s, which include the
underutilization of client resources, installation of additional hardware equipments and
computer system congestion either because of complete memory or CPU utilization.
We have used the profilers to find the overall appropriate level and bottlenecks in the
proposed and implemented energy sustainable user centric framework. The
performance measures include the various system components like thread monitoring,
analyzing memory and CPU performance under specific workload and obtained various
results from this profiled session, which are very much satisfactory for both the
aforementioned modes without degradation on the performance of CPU, memory, or
overall system performance.

The proposed energy sustainable user centric framework is very much effective for
minimizing the energy consumption by the computer systems without compromising

the performance and also finds the user’s activity efficiently, which is missing in all the



user centric devices. The contributions and implications of this work for future research
are also discussed in this thesis. This work can be extending by introducing the concept
of image processing that will be more user’s centric. As we know, that modern mobile
computers and personal computers are equipped with webcam facility where we can use
it to know the presence of the user on the machine. This future work will not only
strengthen proposed ESSA algorithm but also will be able to make more appropriate

decision to minimize energy consumption.
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INTRODUCTION

1.1 INTRODUCTION

Currently, globe is facing major three kinds of crisis known as Energy crisis,
Environmental crisis and Economic crisis and it is predicted if these crisis are not
controlled then the scenario will become worst in future. In this regard Government of
India has approved the National Mission on Enhanced Energy Efficiency (NMEEE) [1]
which is one of the eight missions planned under the National Action Plan for Climate
Change (NAPCC). Explosive growth in the technological sector is also one of the major
reasons behind these crises. The information and communications technologies are one
of them as in this sector various technological breakthroughs have been taken place and
more are yet to come. The rate at which information and communication technology
(ICT) devices are being produced is proportional to the increase in the energy
consumed and heat dissipated by these devices, which poses the problem of an energy
crisis and the exacerbation of the greenhouse gas problem and global warming. We
cannot escape the fact that the world is becoming more and more dependent upon the
use of ICT. All over the world, personal computers are being increasingly used right
from kids to professionals in the course of their everyday lives. In the late 1990s,
power, energy consumption, and power density had become the limiting factors not
only for the system design of portable and mobile devices, but also for high-end
systems [2, 3]. The design of computer systems has been changed from the
performance-centric stage to power-aware stage [4]. The predicted worldwide growth
rate [5] of sales of Servers, Desktops, and Mobile computers up to year 2015, is shown
in Fig.1.1, which reveals that the demand of PCs from 1990s onwards have been driven
by the evolution of PC from command line-driven machines with floppy disk drives and
capable of limited tasks, to user friendly, powerful PCs with Pentium processors and
add-ons capable of doing anything. The decreasing cost of personal computers also

allowed more people access to personal computers and added to their increasing
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popularity. During the 1990s, personal computers continued to increase in popularity
and this was the time when internet users had started increasing. Romm et al. [6] have
estimated that the number of Internet users in the United States soared from 5 million in
1993 to 62 million in 1997, to over 100 million by mid-1999. Kawamoto et al. [7] have
estimated that annual shipments of the computers increased by a factor of five in the
1990s. Matthews et al. [8, 9] estimated that in 1998 about one in four personal
computers sold were laptops. There could be basically two major reasons behind this
growth, first the technology is becoming cheaper with each passing day, and secondly
people are getting more and more addicted to these ICT products and use of Internet is
one of them. However, the offshoot in getting used to these technologies are the
innumerable other adverse effects caused to our environment, health and economy [4].
Explosive growth rate of the sales of personal computer is proportional to the energy
consumption, which can be observed form Fig 1.2 that personal computers occupy the
largest share among the several available ICT products in the market and making them

also responsible for the high quantum of power consumption [10].

I \
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[ Worldwide Desktop PC Sales i# Millions)
[ Voridwide Mobile PC Sales (# Millions)
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Figure 1.1: Worldwide market segments of Server, Desktop and Mobile PC.
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Figure 1.2: Percentage of power usage by ICT devices.

This emerging issue of power dissipation has imposed a very significant question on the
system and software design and it is believed that in the future there will be a great
demand for the energy-sustainable software. Therefore, the vision of a sustainable
planet and the minimization of the energy consumed by computer systems motivated us

examine energy-sustainable computing methods [11].

There are vast majority of the users, which leaves the computer systems running on all
the time. There are various myths among the users related to powering off personal

computer. These myths are listed as follows [4, 12]:

a) One of the main myths is that turning off the computer system and then back on
uses more energy than leaving it on. Whereas, the reality is the power used by a

computer to boot up is far less than the energy your computer uses when left on

for more than three minutes.
b) The second major myth is that computer system is designed to handle 40,000

on/off cycles. If you are an average user, significantly more cycles than you will
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)

d)

e)

initiate in the computer’s five to seven year life. Whereas, the reality is when
you turn your computer oft, you not only reduce energy use, also lower the heat
stress as well as wear on the system.

Screen savers save energy. This is a common misconception among the users of
the personal computer whereas, the reality is totally different as the screen
savers were originally designed to help prolong the life of monochrome
monitors and nowadays these kinds of monitors are technologically obsolete.
This is one of feature of the Windows operating system, which exists till now
from its initial version-3.1. These Screen savers save energy only if they
actually turn off the monitor’s screen.

LCD monitors use less energy than CRTs, so we can leave it on all the time is
another common myth. Whereas, in reality these LCD monitors are considered
to be “vampire energy users,” meaning the display will still be drawing power,
even in Standby mode. Moreover, if we consider the case of business
organization where hundreds to thousands of LCDs are in use simultaneously,
this adds up in cost.

Network connections are lost when computers go into low-power or Standby
mode. Whereas in reality this was true with the older computer system. Newer
computer systems are designed to Standby on networks without loss of data or
connection. Central Processing Units (CPUs) of these computer systems are

designed with Wake on LAN technology and can be left in Standby mode.

1.2FACTS RELATED TO USE OF ELECTRICITY BY PERSONAL

COMPUTERS

In this section, we have listed some interesting facts about the electricity used by
personal computers that focuses on the need of proper use of these systems [12]. As
proper management of these systems not only save energy but also good for

environment [4].

An average desktop computer system requires 85 Watts just to idle, even with
the monitor off. If that system were in use or idling for only 40 hours a week

instead of a full 168, over $50 in energy costs would be saved annually.
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One computer system left on 24 hours a day costs you between $120 and $175
in electricity costs annually while dumping 1,500 pounds of CO, into the
atmosphere.

A tree absorbs between 3 and 15 pounds of CO, each year that means up to 500
trees are needed to offset the annual emissions of one computer left on all the
time.

If each household in a metro city turned off its computer for just one additional
hour per day, it would save $3.2 million in electricity costs and prevent 19,000
tons of CO; from heating the atmosphere.

The added heat from inefficient computers can increase the demand on air
conditioners and cooling systems, making your computing equipment even more
expensive to run.

Even though, presently most of the today’s desktop computers are capable of
automatically transitioning to a Standby or Hibernate mode when inactive, but
about 90% of the systems have this function disabled.

Some 25% of the electricity used to power home electronics like computers,
DVD players, stereos, and televisions is consumed while the products are turned
off because anything that uses a remote continues to consume power even when
they are turned off. This phenomenon is called “vampire emergy wuse” or
“phantom energy use” where a device draws Standby power in home.

This vampire energy loss represents between 5 to 8% of a single-family home’s
total electricity use per vear. This is on average equals one month’s electricity
bill and adds up to at least 68 billion kilowatt-hours of electricity annually.

On a global scale, standby energy accounts for 1% of the world’s carbon
emissions.

Electricity production is the largest source of greenhouse gas emissions in most

of the countries like United States, India and China, ahead of transportation.

1.3 POWER CONSUMPTION BY PERSONAL COMPUTERS

Very early, the computers were extremely inefficient with low computing power and

high energy consumption. The energy efficiency of computers increased from the mid-

1980s until the mid-1990s, as demonstrated in [13-16] and also depicted in Fig. 1.3. In

carly 1990s, personal computer’s energy consumption first entered the literature of the
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energy conservation communities [17, 18]. The power requirements of computer system
have changed considerably since the 1980s and are indicated in two modes, active mode
is when the device is in operation and Standby mode refers to a mode which attempts to
conserve power with instant recovery. In 1988, Norford and Dandridge [17] have
reported that newer models of computers with equivalent performance were often more
energy efficient. In newer systems, the average power requirements is decreased by
almost 50%, from nearly 100 watts (W) in the mid-1980s to 50 W in the mid-to late
1990s, and standby power consumption stayed relatively constant at approximately 25
W. The computer power consumption is on the increase, however, while standby power
consumption is decreasing. The Pentium 4 computer systems consume more power than
its predecessors at 67 W in active mode, while consuming only 3 W in Standby mode
[19, 20]. There is much more variation in the power requirements of the modern
computer systems, due to the addition of consumer-specified features, such as increase
in speed of Hard disk drives (HDDs) capacity and add-on cards, which vary power
requirements of similar models [21-24]. In Fig. 1.3, the power consumption of average
computer system was compared [4]. We can also find that the modern HDDs require
significantly less power than earlier models (10W compared with 35W), as does the
motherboard (25W compared with 52W in 1988) [4]. The modern CPU is one of the
tew computer components that use more energy than earlier models. The CPU was not
recorded in the study because it consumed minimum power — compared with an

average of 34W in 2001 [17, 18].

60
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The power required by the CPU can be expressed as “the product of the processing
speed, the number of transistors being switched, and the energy required to switch each
transistor, which in turn varies with the capacitance and the square of the voltage™ [17].
The number of transistor in a CPU has increased faster than the transistor size has
decreased, as indicated by the growing overall dimensions of CPUs [17]. Power
consumption of an electronic chip depends mainly on the type of transistor used like
NMOS and CMOS. Both types of transistors drew similar amounts of power when
switched, but CMOS requires almost no power when in a quiescent state. Use of CMOS

transistors has reduced power consumption by around 30 to 40% [17, 18].

1.4ECO-LABELING

Eco-labels are a primary tool available to inform consumers about the environmental
characteristics of the products [4]. They appear as a label or logo that gives consumers
actual data on the product and/or lets them know that it meets a fixed set of
environmental criteria. Eco-labels are often characterized in three categories: type-I,
type-1I and type-II1. Type-I, Eco-label is essentially a “certificate of approval” for the
product and given by the third party organization like government agency. Type-II Eco
label, a company declares that its product meets independent standards such as for
recyclability or energy-efficiency [4]. A type-III, Eco-label is designed to provide a set
of quantitative environmental data to consumers so that the consumers can use this
information themselves to evaluate the product. Eco-labeling of personal computers
poses a number of difficulties, however, one major difficulty is that personal computers
are complex and rapidly changing products and in many cases new models are
introduced every six months means that the environmental issues associated with
personal computers can change more rapidly. The criteria for an Eco-label for a
personal computer should address the major environmental issues like energy
consumption, effect of heat dissipation, the impacts of hazardous substances, and
possible exposure to chemicals during production processes. A great variety of eco-
labels for computer systems have been introduced over the years and most existing
labels are of type-I. On this way, the Energy Star program [25-27] launched by the
United States Environmental Protection Agency (EPA) in June 1992 is one of them,
which is designed to promote energy efficiency via a voluntary, EPA-certified, Eco-

label on a wide variety of equipment. This label has been widely adopted by number of
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organizations and computers and monitors were addressed from the program’s
inception. Swedish Confederation of Professional Employees introduced the
certification and labeling system developed and managed by the TCO which focuses on
the workplace environment issues, such as limiting the electromagnetic radiation from
cathode ray tube (CRT) monitors, sound emitted by devices, ergonomics, and electrical
safety. Currently, there are two types of TCO labels: TCO” 95 and TCO’ 99 [4, 28, 291.
The Japan Electronics and Information Technology Industries Association (JEITA)
developed the PC Green label [4, 30]. Its criteria cover energy use (must satisfy Energy
Star), content of hazardous material (similar to TCO’ 99), and ease of recycling issue.
Nordic Council of Ministers have introduced Nordic Swan certification label which is
used in Finland, Iceland, Norway, and Sweden [4, 31]. At last, India’s ecomark is an
earthern pot [32], which is chosen as the logo for the Ecomark scheme in India.
Government of India also set up Bureau of Energy Efficiency (BEE), a statutory body
under Ministry of Power, on 1¥ March 2002, under the provisions of the Energy
Conservation Act 2001 [33]. One of the regulatory functions of BEE, under this Act, is
to develop minimum energy performance standards &  labeling, for
equipment/appliances and buildings, starting from one star for the least energy-efficient,
and going up to five stars, for the most energy efficient. These star labels have been
created to standardize the energy efficiency ratings of different electrical appliances and
indicate energy consumption under standard test conditions. BEE star label is now
mandatory for equipments from January 7, 2010 onwards. Similarly, there are various
others eco-labels exist like Blue Angel from Germany [34], E.U. Flower from European

Union [35]. and Eco Mark from Japan [36] are roughly similar in the issues they cover.
1.5 POWER MANAGEMENT IN PERSONAL COMPUTERS

Power management technology has been developed for personal computer to reduce the
energy consumption when they are not in active use. This not only provides the
environmental benefits of reduced energy consumption, power management but also
can improve the equipment reliability by reducing the waste heat. The heat produced by
these devices has the adverse effect on the environment as well as on human health [37,
38]. First developed for laptop computers, power management is now common in
desktop computers. As of early 1996, the EPA estimates that upwards of 70% of all

new personal computers and nearly 100 % of all personal computer monitors sold have
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power management capability [39]. Computer systems are supposed to use a variable
amount of power when they are switched on and this depends on their configuration,
add-on devices, and the various software processes running on them [11, 12, 40].
Though power management interact with every part of computer system but still there
is the potential for unexpected interactions between power management and computing
environment. Computer manufacturers have addressed this problem by making power
management more flexible and more compatible with current personal computer
networks. As the technology has matured, power management has emerged as an
effective tool for saving energy. Early power management systems had long recovery
times, awkward configuration methods, and low energy savings. However, the power
management has improved rapidly, becoming more powerful, reliable, and easier to
use. It also now delivers considerably more energy savings. In 1992, U.S EPA has
introduced the Energy Star [25, 26] program which is among the one of Eco-label that
provides guideline for power saving by the computer system. In 1993, Intel and
Microsoft introduced Advanced Power Management (APM) [41, 42], which is
becoming an industry standard. The APM protocol supports power management by
defining how power management commands are communicated within the personal
computer system. Power-management does not reduce the performance of a computer,
but simply adds features to reduce their power consumption when not in use. These
energy-etficient machines save money on electricity bills and reduce pollution from
power plants. Most power management savings come from reducing power when the
machine is not fully active by adding low-power or “sleep” modes that kick in when

idle.

1.5.1 ADVANCED POWER MANAGEMENT
APM saves energy by putting the computer and monitor into a low power mode during

periods of inactivity by temporarily reducing their speed or functionality. In response to
Energy Star program in 1993, Intel and Microsoft first introduced APM [41, 42], which
defines how power management commands are communicated within the personal
computer system and established an industry standard in power management. Before
the release of Microsoft Windows 95 operating system software was only minimally
involved in desktop personal computer power management. At that time application
software was only used to monitor power management not for controlling the personal

computer itself. Thus the basic Input/output system (BIOS) was, and remains, a critical
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component. Later, in 1998, Microsoft and Intel have developed the Advanced
Configuration and Power Interface (ACPI) [43-45] and primary control of power
management shifted from BIOS to the operating system [4] in the form of power
schemes. ACPI has allowed manufacturers to produce computers that automatically
power up as soon as the keyboard is touched [23, 24]. In computer systems, the
operating system acts like a manager and controls a computer’s hardware and software,
therefore, it is considered as a major source of power consumption. Advanced power
management interacts with every part of the computer — the operating system, software
CPU, and various other peripheral devices. To manage the power consumption, there
are several predefined power schemes at one’s disposal. These power-saving options
are responsible for switching a computer system to different states, such as standby
mode, sleep mode and, monitor and Hard Disk Drive (HDD) shutdown, depending on
the inactivity period defined by the power scheme of the operating system. As shown in
Fig. 1.4, computers are logically organized as a hierarchy of layers [4, 46]. Those at the
top are the software that the user directly interacts with, those closer to the bottom
direct the physical control of electrical signals. Power management can involve the
application software and the operating system, and always requires an action by the
firmware (BIOS), processor and peripheral hardware. However, the control signals
must still pass through each intermediate layer for action to occur. The working of these
power management schemes is also shown in Fig. 1.4, which accomplishes four
different levels. First is to monitor activity levels of the processors, input devices like
keyboard mouse and other devices. Second, component is to utilize timers to decide
when to switch the computer system to low power mode. Third component, changes in
the power management status need to be communicated to the correct device and must
occur actually. Finally, power management must find out when the activity gets resume
and return to a full power mode. In Fig. 1.4, The BIOS monitors the keyboard, mouse
and other input devices activity (as per number 1) and sends periodic signals to the
operating system to begin power management (as per number 2). Here the operating
system will only pass the signal through if it detects no activity from the user
application software (as per number 3) and triggers the start of the power management
timers in the BIOS. In case, no activity is detected, the operating system passes the
signal back to the BIOS (as per number 4) and once the time-out occurs the BIOS will
initiate power management by sending a message to various connected devices like

CPU, HDD etc. (as per number 5). After initiating a change in mode, the BIOS begins

Page | 10



another timer which indicates when to initiate the next lower power management mode.
The BIOS continues to monitor keyboard, mouse, and network activity. If activity is
detected, the BIOS will send the appropriate messages to return the personal computer
to an active state. The timing of the power management modes is determined by the
settings (usually in BIOS or in Power Scheme), specifying the delay between each
power management mode and the next. Each successive power management mode
represents a decrease in energy consumption and CPU function, and therefore more
time is required to bring the computer back to active mode [4, 46].

In addition to the direct electricity savings, power-managed computers generate less
heat, and since most offices have to cool the air more than they heat it, for every four
kWh of energy saved by the computer, an additional kWh is saved in the cooling and
ventilation system [47, 48]. Power management in personal computer relies on the fact
that for most of the time a typical personal computers is on, it is not doing anything
productive. As long as the computer is idle, energy use can be reduced without

interfering with work.
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Figure 1.4: Personal computer power management and communication paths.
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Common methods used to reduce the energy use are slowing down or stopping the
processor clock, spinning down the hard disk, and turning oft entire system components

such as video or sound cards or disk controllers.

1.6 POWER SAVING MODES AND PROBLEMS WITH POWER
MANAGEMENT

In computer systems, for minimizing the energy consumption various power saving
modes are defined by the power scheme of operating system [2, 4]. The following
section lists about the various power saving modes implemented either by APM or by

operating systems in personal computer to save the energy.

Full-Power-on: In this mode all the connected devices and components with the
computer systems are fully powered with no power management activated. This mode

supports no energy savings.

APM-Enabled: In this mode, power management features are activated and based on
the BIOS settings CPU is slowed or stopped whereas other connected devices and
components draw the power similar to full-power-on mode. This mode supports up to

25% of energy savings.

Standby mode: In this mode, power management features works actively and CPU may
stopped its operations depending upon the activity detected on the personal computer as
well as connected devices and components also gets switches to low power saving
mode. This mode claims up to 30% of energy savings. In case of any activity is detected

may trigger the personal computer back to enabled or full-power-on mode.

Suspend mode: In this mode, CPU is stopped and most power managed devices or
components are not powered except network card and provides the maximum power
savings under APM. This mode claims up to 45% of energy savings. In this mode, any
activity can trigger the change of state of computer system from suspend to standby,

enabled or full-power-on mode.

HDD-off mode: this mode is not a part of APM; hence it is not a system mode and
normally managed by the operating system. In this mode, HDD spin is stopped to save
energy used by HDDs. This mode is independent of other power saving modes and

hence other connected devices or components may remain at full-power-on mode or in
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enabled, standby and suspend mode. This mode claims up to 10% of energy savings
only and any activity on the personal computer can facilitate quick reactivation of HDD

to operational mode.

Hibernate mode: This mode is also not a part of APM mode and normally managed by
the operating systems. In this mode, all available memory coutents and current state of
the PC saved to the HDD and further PC gets switch off. When user wants to work
again on hibernated PC, then he/she has to power on the PC and system takes 15 to 60
seconds to recover the user’s state. This mode claims 90 to 100% of energy savings.

This mode must be properly configured to take its advantage.

Shutdown mode (Off mode): In this mode, the computer system, various connected
devices and components gets switch off. As compared to previous hibernate mode no
operational parameters are saved to the HDD. This mode supports 96 to 100% of
energy savings and whenever user wants to perform some operations on the computer

system then he/she has to switch the system to full-power-on mode.

Though, with the change of time, the power management feature has been shifted from
BIOS to Operating system and more power saving modes are being designed to save
power but a small amount of power ranges from 3W to 15W is consumed in these
modes [4]. However, most of the time, these power saving modes are not properly
configured or most of time users rely on the default settings of power saving modes,
which allow for only up to 20% in energy savings [4, 12]. The difficulties in properly
configuring power management in computers and monitors are the largest barrier for
achieving energy savings from automatic energy management. Earlier, many power
management systems for both monitors and computers had long recovery time,
awkward configuration methods, and low energy savings [46, 47]. In [49], Webber et
al. estimated that 80 percent of monitors and 50 percent of computers are Energy Star-
activated. A study of power management features and configuration of Energy Star-
compliant machines found only 11 percent of CPUs fully enabled and about two-thirds
of monitor’s power managed [23, 24] whereas Kawamoto et al. [7] have obtained in
their study that only 25 percent are correctly power-managed to achieve maximum
power savings [7]. It is very difficult to determine whether power management is
properly operating in machines. The only indication to the user that power management

is occurring in their computer is when the HDD audibly spins down or delays in the
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appearance of keystrokes when spinning up. Other than this, it is difficult to know
whether the computer is accomplishing any further power management [23, 24]. There
is an illusion among the users of personal computer that their system is power-managed
because the Energy Star logo appears during start up. Many users do not realise that

they must first activate the power management features to save energy [15, 50].

Once enabled, the power management may present some further challenges. Power
management interacts with every part of the computer, and therefore there is potential
for unexpected interactions, which may cause problems [51, 52]. In most cases,
however, automatic power management is not a substitute for switching the machine oft
when not in use for extended periods of time. However, substantial energy savings can
also be made by switching the personal computer off, since it has been found that more

than 50 percent of computers are left on at night [4, 12, 17, 18].

1.7ENERGY-SUSTAINABLE COMPUTING

To handle the issue of power management in efficient manner in the computer systems,
the concept of ‘Sustainable Computing’ is gaining a lot of popularity presently and is
being considered as one of the most promising technology by the designers of
Information Technology (IT) industry. Sustainable computing is also known as ‘Green
computing’ of which computing methods provide the benefits of solving the energy-
consumption issue by computer systems and being environmentally friendly [11, 53].
There are basically three major aspects of sustainable computing: i) reduction of energy
consumption from any running computing process on the system ii} to ensure the longer
life cycle of any computing equipment, and iii) ensuring the need of energy
consumption within the energy available from all resources in the environment [11].
Therefore, the sustainable computing performed from energy perspective is known as
energy-sustainable computing. A major issue in addressing the different aspects of
sustainable computing is the need for awareness of the non computing processes in the
physical environment like dependency of the equipment life cycle on the environmental
tactors and the availability of energy from the available resources in the environment.
On this way, energy sustainable computing can also be defined as the balance between
the power required for computation and power available from sources like renewable
sources, green sources etc. However, the power required and available power may vary

according to the time as solar power will not be available in the night and computing
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operations will become unsustainable if the required power is higher than the power

available. This varied nature of energy sustainability can be defined as follows:

1.7.1 Energy Sustainability
Energy-sustainable computing needs to ensure minimum energy requirement from the

grid or battery and emphasizes a lot on green sources. In case, if there is no or less

energy available from green sources then energy sustainability brings down the average

energy required by reducing the computing operations. There are different directions in

achieving energy-sustainable computing [2] such that need for grid and battery power is

minimized.

a)

b)

c)

Energy storage

Here, energy storage devices are used to store the energy available from green
sources with the help of various available techniques like ultra-capacitors,
compressed air storage, batteries, fuel-cells, and flywheels [16-18 paper]. This
storage of energy is constrained by the energy capacity limit of the storage
device.

Reducing energy requirement

Another major direction for emergv sustainability is to reduce the energy
requirement to avoid unsustainable operations or to reduce the energy need from
grid or batteries which, can be achieved in variety of ways: 1) by using spatio-
temporal distribution of operations, where computing operations are distributed
among multiple computing units and no machines gets overloaded. These types
of spatio-temporal distributions are used in data centers [12, 24, 25, paper]. 2)
by using computing power management methods to reduce the power
requirements. This can be achieved by switching the computing units in to
different power saving modes for example, processor not performing any
operation can be switched to sleep mode or hibernate mode to reduce the power
requirement [paper, 27, 28, 29]. 3) by managing non-computing systems where
power requirement by the computing units is followed with the requirement
from some associated non computing processes like for cooling, for server
longevity etc.

Scavenging energy from various sources: This is another complimentary

option for energy-sustainable computing which focuses on need of energy
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harvesting and requires identification of different energy sources to scavenge

energy from them [2.7,30,31 - paper].

1.80RGANIZATION OF THE THESIS

This thesis aims to understand the limitations of existing power schemes available in
the operating systems and to investigate new ways of designing energy sustainable
tramework and algorithms for minimizing the power consumption by personal
computers. The framework discussed in this thesis is a user centric energy sustainable

tramework. The remainder of the thesis is organized as follows:

Chapter 2 concerns with the various ways of the minimizing energy consumption in
the computer systems. Here, we have represented various simulation based, hardware
based, and software based scenarios to minimize the power consumption and focused
on the software based sustainable techniques. We have also discussed the need of
enhancement of the dynamic power management and dynamic voltage and frequency

scaling methods to achieve this goal.

Chapter 3 presents the user centric energy sustainable framework. In this chapter,
we have modelled the energy and power consumption, which is build around the CPU
utilization and presented a user centric energy sustainable framework. This framework
also considers the total CPU utilization and implements two different modes known as
Swift mode and Exhaustive mode for the power saving. We have also discussed about
the various advantages of the proposed framework over traditional power schemes

available in the operating systems.

Chapter 4 focuses on the algorithmic implementation of the proposed energy
sustainable framework. This framework implements two algorithms known as Swift
algorithm and Energy Sustainable Snapshot algorithm (ESSA) for the proposed modes,
respectively. The various results are obtained using these algorithms for the respective
modes using scenario when there is no load on the machine and when there is
processing going on which shows that the CPU of the machine is utilized. Here, only
the proposed ESSA algorithm is designed around the percentage of total CPU usage,
which is recorded for each minute whereas the proposed swift algorithm focused on its

smooth functioning for the supplied login-duration time.
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Chapter 5 evaluates the performance of proposed energy sustainable framework for
its two different modes in the real time environment. By using profiling, we have
evaluated the framework for thread monitoring, memory performance like heap
analysis, thread analysis, memory leakage, and garbage collection is done. Finally, we
have also analyzed the CPU performance by using three methods for finding
invocations of each method during login-duration. Using profiler, various results have

been obtained in real time environment and are presented in this chapter.

Finally, we conclude the thesis and recommend the future scope of the work in
Chapter 6.
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MINIMIZING ENERGY CONSUMPTION

2.1 INTRODUCTION

As we have seen in the previous chapter that most of the power saving schemes if not
configured, are unable to save the power and most of the time computer systems remain
switched on and this not only consumes the energy but also not good for the
environment because of its continuous heat dissipation, and sadly, the power
management tools are not active on 90% of desktop personal computers [4]. Though,
these power saving modes are designed to save power but a small amount of power
ranges from 3W to 15W is consumed in these modes [13]. In this chapter, we have
discussed about the techniques used for minimizing the energy consumption by the
computer systems. Therefore, the vision of a sustainable planet and minimization of the
energy consumed by computer systems motivated us to examine the energy-sustainable

computing methods [10].

Over a period of time, various techniques have been proposed by the
researchers/scientists for minimizing the power consumption by the computer systems.
These techniques can be categorized into various classes such as hardware based
approaches, software based approaches, tool based approaches, and energy-sustainable
approaches. Here, in this thesis, we have used the example of Microsoft Windows
power schemes [54], as it is one of the most widely used operating system since last
two decades and will remain the favorite to many users. According to the various
quarterly results [55], it is found that Microsoft Windows still leads the market with a
market share of around 88-90% among the other key players like Linux, Mac OS, and
Android. Thus, we can conclude that the Windows OS is one of the most popular and
people still prefer to work with it. Though it is most widely used operating system and
has become energy efficient with the introduction of energy star program [15, 16] and

Advanced Power Management [41, 42]. In Microsoft Windows power management
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features are implemented with the help of various power schemes. These power saving

schemes are shown in Fig. 2.1 (a) and Fig. 2.1 (b).
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Figure 2.1 Power saving schemes in operating systems () Windows 95 to XP and (b) Windows Vista & Windows
1

Fig. 2.1 (a) shows the available power options from Windows 95 to XP, and Fig. 2.1(b)
shows the available power options for Windows Vista and 7. If we compare both the

scenarios, then in these power saving schemes, we see that various options are available
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for power management that address the issue of human inactivity, using that a personal
computer can enter automatically into the sleep mode, standby mode, hard disk drive
turn-off, monitor turn-off, and switching the personal computer to hibernate. Another
interesting fact that we can find from Fig. 2.1(a) and Fig. 2.1(b) are the option to turn-
off the hard disk drive after a certain period of time, which is available in Fig. 2.1(a), is
no longer available in Fig. 2.1(b). This reveals that the organization has started thinking
seriously about the issue of power consumption by the computer systems. In one of the
recent blog of Microsoft Developers Network (MSDN) [56] from the Windows
engineering team of Microsoft, have emphasized in the need to minimize the power

consumption of your personal computer.

2.2 DRAWBACKS OF AVAILABLE POWER SCHEME IN
OPERATING SYSTEM

As we have seen in Fig. 2.1(a) and Fig. 2.1(b), number of power-saving options are
available in these power saving schemes, but a significant question arises is: “Are they
sufficient enough to save power?” The answer to this question is very clear and direct:
maybe not because all these available options as discussed in previous section are
totally based on the time-out approaches, they consider the keyboard and mouse event
for switching back on the system’s state in any of the options available in the power
schemes. Presently, the available power schemes in Microsoft Windows 95/XP/Vista or
in any other operating system are not sufficient for effective power management or to
save power completely and reduce the heat dissipation by the personal computers. This

situation is described in the following two cases [54]:
Case A:

The user of a personal computer selects the following settings in the power scheme

available in the operating system to save power:
Turn-off monitor/display = After 45 min.
Turn-off hard disks = After 45 min.

System standby/sleep = After 1 hour
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The user of this system has to leave the system for some reason just after login into the
system, and he/she came back to the system after 30 minute or more and continues his

work.
Case B:

The user of a personal computer selects the following settings in the power scheme

available in the operating system to save power:
Turn-off monitor/display = After 10 min.
Turn-off hard disks = After 10 min.

System standby/sleep = After 30 min.

The user of this system has to leave the system for some reason just atter login into the
system, and he/she came back to his system after 30 minute or more and continues his

work.

In the above scenarios, though the users have configured the power schemes differently
in both the cases. the power consumption of the computer system is very low in Case B
as compared to Case A even though the inactivity period of the user is the same, that is,
30 minute in both the cases. So, in spite of having the power scheme options in the
operating system, we could not minimize the power consumption in Case A. The one
major reason for this could be that these power schemes are very much personal
computer and peripheral oriented and have nothing to do with the operator’s behavior,
which means that they are unable to say something about the operator’s inactivity [57]
period on the computer system. Therefore from the above cases, we can easily find out
that inactivity is the enemy of the power consumption and one cannot minimize it

without predicting the inactivity period of the operator.

2.3POWER AWARE SYSTEM DESIGN

In the early age, researchers/scientist tried to minimize the energy consumption during
the architecture design stage, because the power problem obstructs the development of
computer system. Most of the worked out techniques by the researchers/scientist are
designed to decrease the energy consumption of the processor, which is considered as a

dominant energy consumer in a typical computer system. Some of these techniques
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include multi-core on-chip processor, dynamic voltage and frequency scaling, clock
gating, phase-change memory and solid-state disk drive are few of them used to
decrease the power consumption in computer systems. Although these hardware based
approaches have been proven useful for reducing the energy consumption of the
computer system and they will be of continuing importance in the future and it is also
found that these techniques alone are not enough. However, some higher-level
strategies are to be used for reducing the energy consumption [58, 59]. From previous
section, we can see that current operating systems are not by considering the power
problem, thus, even if the system is running in idle mode it consumes a large amount of
energy and considered as waste, which is not used for any kind of computing. Vahadat
et al.[60] have proposed the traditional operating system design, which should be
revisited for the energy efficiency. H. Zeng et al. [61] have presented Ecosystem, which
tries to manage power as one kind of system resource, except for designing new
operating systems, some other high-level power aware strategies like power aware
scheduling [62] is also providing a better option for minimizing the energy

consumption.

2.4 POWER MEASURING AND PROFILING

Power measuring and profiling is emerging as a new area with a rising concern over the
energy consumption when designing computer systems. In the early work [58, 59, 63-
65] researchers/scientist have used simulation based hardware based design to minimize
the energy consumption and most of them estimate the power consumption of the
hardware circuits based on the classical power model [66-68]. The major drawbacks of
these circuit-level power models is that they cannot be used to estimate the power
consumption of real products and researchers/scientist have used the instruments to
measure the power consumption of these real products directly. To cope with the
limitations of direct measurement, in this thesis, we have tried to use software methods
to estimate the power of the online computer systems. These works are performed in
different levels and categorized as component level [69], core level [70], CPU
tunctional unit level [71], process level [72], and virtual machine level [73]. In these
techniques either use operating system events or hardware performance counter events
to build their power model. Basically, these power measuring and profiling techniques

are divided into three categories: simulation based approaches, hardware-based
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approaches, and software power profiling. These approaches are discussed in detail in

tollowing sections.
24.1 Power model

The software-based approach usually builds power models to estimate the power
dissipation of different levels like instruction level, program block level, process level,
hardware component level, system level, etc. These methods first try to find the power
indicators that could reflect the power of these software or hardware units and then they
build the power model with these power indicators and fine tune the parameters of the
power model. Based on the difference of the power indicators, we categorize these
methods into two categories known as: a) system profile-based method and b) hardware

performance counter (PMC)-based methods.

A) System Profile-Based Power Model: As we know that system profile or systems
events are a set of performance statistical information supplied by the operating system
and reflect the current state of hardware and software. For example, CPU utilization is
the performance metric that can reflect the current workload of the processor. Nearly all
operating systems support these system events. Microsoft Windows support this event
by supplying a set of Application Programming Interfaces, called the performance
counter to access various values. The operating system, which constituted with a set of
system processes, consumes the large amount of power even when the system is idle,
and it is the main cause of disproportional system usage and power dissipation. In [60,
61, 74], researchers/scientist have presented the review of traditional operating system
design with energy as one of the foremost important considerations. Thus,
understanding the power dissipation of these system processes is very important for
designing a significant energy sustainable operating system. In [75], Li and John have
estimated the power dissipation caused by the operating system and find the power
behavior of three types of operating system routines like interrupts, process and inter-
process control, and file system. These operating system routines have different power
behavior. However, author’s find the power of these operating system routines has a
linear relationship with instructions executed per cycle (IPC) and build the power model
based on IPC. In [72], Do et al. have built the process-level energy models for three
main components CPU, disk, and wireless network interface card (WNIC). Here, the

CPU energy model is based on system events like active time of the CPU, the time that
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the CPU worked on each frequency and frequency transition time. The energy
consumed by the disk and WNIC is computed with the amount of data operated by
these devices. In [73], Kansal et al. have also built the energy model for three main
components, CPU, memory and disk and proposed CPU energy model which is based
on CPU utilization, memory energy model is based on number of LLC (last level cache)
misses, and the disk energy model based on the bytes of data that the disk reads and
writes. Similar to Kansal et al. [73], Dhiman et al. [76] also proposed an online power

prediction model for virtualized environment.

B) Hardware Performance Counter Based Power Model: The hardware performance
based counter is a group of special registers, which are designed to store the counts of
hardware-related activities within computer system. These hardware performance
counters provide low overhead access to the detailed pertormance information related
to the CPU’s functional units, main memory, and other components. Bellosa et al. [77]
first propose the idea of using hardware performance counter and analyzed the various
hardware events like integer operations, floating point operations, second-level address
strobes, and memory transactions with the power of the component and observed that
these events are tightly related to the functional units. Similar to Bellosa et al. [77], in
[78] Joseph et al. validated the correlation of more than 10 CPU functional units and
used several performance events that are most related to CPU power. In [79], Contreras
et al. build power models for the Intel PXA255 processor and memory. Their processor
power model is based on for hardware events like instructions execute, data
dependencies, instruction cache miss, and translation look aside buffer (TLLB) whereas,
memory power model was based on three counters like instruction cache miss, data
cache miss, and number of data dependencies. In [80], Bircher et al. discussed the
events that have higher correlation with power are all IPC related. In [70], Bertran et al.
proposed a core level power model and categorized the processor components into three
categories, the in-order engine, the memory subsystem, and the out-of-order engine,
based on the extent that the performance monitoring counters can monitor their

activities.
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2.5 SIMULATION BASED POWER MANAGEMENT
APPROACHES

The complexity of modern computer systems have increased dramatically and software
simulation has become the only method of testing, evaluating, and prototyping the
system. Simulation based approach has become the key step for the system designer for
evaluation of the research ideas, to verification of hardware design, and once the system
is ready then for its performance tuning. In all kinds of simulations designers face the
problem between its speed and accuracy and they have to reduce the accuracy to make
the simulation run in an acceptable amount of time. In [81, 82], the authors have
proposed a simulation-based power model using FAST simulator and stated that
traditional power models that is used with software simulators can directly benefit from
this simulator. This simulator is able to tolerate the overhead communication between
functional model and Timing Model. Rosenblum et al. [83] have presented a SimOS
simulation environment for complete computer system modeling, which also support
tor full operating system and application programs that run on it. It provides speed,
accuracy, and flexibility during simulation. It simulates the CPU by using the process
abstraction provided by the host operating system. Ye et al. [65] presented the design of
an execution driven power estimation tool SimplePower. The SimplePower energy
simulator uses transition sensitive energy models and simulates the Simple scalar
instruction sets which are a suite of publicly available tools for simulation of modern
CPUs. It also provides the energy consumed in the memory system and on-chip buses
using analytical energy models. Gurumurthi et al. [82] investigated the existing power
simulators for their proposed design and obtained that they are mainly targeted for
particular hardware such as CPU and memory and do not capture the interaction
between other components. The SoftWatt tool proposed and developed by them
considers the disk drives in addition to the CPU and memory and quantifies the power
behavior of applications and operating systems. This tool also locates the power hot
spots in system components and identifies the power-hungry processes in operating
systems. Brooks et al. [58] presented an architectural simulator for estimating the CPU
power consumption using Wattch. This simulator is very much faster than any existing
lower level power tools. They have quantified the power consumption of all the major
units of CPU and show how these power estimates can be integrated into a high-level

simulator. Chen et al. [84] investigated a user-level simulator at the micro-architectural
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and memory level, and observed that the operating system activity is not modeled in
them. They introduced the tool SimWattch — a system-level simulation tool and a
flexible user-level simulation tool for predicting performance and power dissipation.
Do et al. [72] developed a tool, pTop, to estimate the amount of energy consumed by
each application in a system. This is basically a process-level profiling tool that runs
parallel to services of the operating system at the kernel level and provides energy-

consumption data.

2.6 HARDWARE-BASED POWER MANAGEMENT APPROACHES

Hardware-based power management approaches uses instruments to measure the
current or voltage of the hardware devices and further uses these measured values to
compute the power of the measured object. This measurement instrument includes
different types of meters, special hardware devices that can be embedded into hardware
platforms and power sensors that are designed within hardware. Normally, these
methods make the use of micro-benchmarks [66, 71] and can only measure the
component level power. Direct measurement of the energy consumed by the
infrastructure is used to validate the models, but these measures suffer from two flaws:
if one wants to evaluate very precisely one component of one host, sensitive power
meters and oscilloscopes are used. These measures are very costly in maintenance and
shipping. Other less-expensive and easy-to-use solutions measure the power directly at
the electrical plug. This hardware measurement will be simplified as more and more
hardware components start to include some measurement system designed especially
for processors attributes like temperature, energy consumption, etc. However, the
heterogeneity of such hardware and the size of large distributed systems put back the
complexity on the measurement, interoperability, and management software

infrastructure.
2.6.1 Power measurement with power meters

Direct power management with power meters is a common method to understand the
power dissipation of devices as well as whole system. Various research [72, 85] focus
on the power meters to measure the real power and use it to validate the research work
or to do analysis. Moreover, some works [86, 87] focus on measuring the hardware

components power and break it into lower levels based on some indicators that could
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reflect the activity of these lower-levels units. The only difference in these methods are
which type of power meter is used to do the measurement and at which place the

measurement is performed.

A globally available power meter is digital multimeter which is easy to use and able to
sample the measured object each second. In [66] Joseph et al. have discussed the use of
multi-meters to measure the power while executing different benchmarks and make
power trade-offs. By using the same method Feng et al.[88] measured the node level
and component level power for node of the distributed system. In another type of meter,
which is also used by many researchers/scientist, is the clamp meter, which measures
the current without disconnecting the wire. In general, these kinds of meters has the
larger measurement range than the digital multi-meter and thus can be used to measure
the power of systems in which the current is quite more. In [67] Kamil et al. presented
the direct power measurement method with clamp-meters to measure the power on a
CrayXT4 supercomputer under several high performance computer workloads. Here,
multi-meter and clamp meters are used to measure the DC power by connecting them
between the power supply and the measured component. In addition, there is one more
kind of power meter, such as ‘Watts-up’ [89] to measure the AC power which is used to
measure the system level power because only power supplies are powered by AC that is
good to understand the overall system behavior but it is not suitable for lower-level

power analysis.
2.6.2 Power measurement by specially designed devices

As we have seen in the previous section that direct measuring with the help of various
power meters is simple, however it is unable to control the measurement process.
Therefore, to overcome from this problem some specially designed power measurement
devices are designed for the power measurement. Viredaz and Wallach [90] has worked
towards the development of flexible research platforms for pocket computing and
developed a project with name ITSY. This project is used to measure the power of
mobile devices and battery lifetime under different loads, while continuously
monitoring the power consumption. Snowdon et al. [91] represented the structure of
PLEB which is a single board on computer and designed with a set of current sensors
on board. The microcontroller of this device is integrated with an analog-to-digital

converter to read the sensors. PLEB platform can also be used to isolate the power of
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processor, memory, and other input/output devices. In various other approaches used by
the researchers/scientist [92-96], used a National Instruments (NI} data acquisition card
[92, 93] as it can measure 16 components simultaneously, or by using basic laboratory

equipment [94-96] that measures the voltage and current of the system.
2.6.3 Power measurement by integrating sensors

This type of approach is basically used by the high-performance servers. In the last
decades, number of designed servers contains a service processor [97, 98], which is
hardware and software integrated platform that works independently of the main
processor and server’s operating system. In this architecture, most of the hardware of
service processor includes power sensors to monitor the power supplied to the
administrator for power management. For example, Intel’s service processor Intelligent
Platform Management Interface (IPMI) [99] supports APIs to read the power
information monitored by the sensors. There are few other techniques have been
discussed in detail in [100, 101] to improve the energy efficiency of data centers that
are used on servers integrate power sensors at a deeper level. Though online power-
aware applications can use this method but it is difficult to gain lower-level power
information, in which case hardware circuits are too complicated to distinguish the
originality of the power dissipation. Moreover, there power monitoring circuits also

dissipate a large amount of power as well.
2.6.4 Power management by using benchmarks

Several standards have been proposed for evaluating the energy consumption of nodes
in cluster, of multitier servers and of supported applications and later on these standards
were evaluated on specific hardware like the benchmark [102], which evaluates both
the application and the infrastructure. The Green500 [103] initiative is a challenging for
the most powerful machines in terms of flops/watts. SpecPower [104] is a widely used
industry standard that evaluates the power and performance of servers and multimode
computers. It exercises the CPUs, caches, memory hierarchy, and scalability of shared
memory processors as well as the implementations of Java Virtual Machine (JVM), Just
in Time (JIT) compiler, garbage collection, threads, and some aspects of operating
systems and computes the overall server-side-Java operations per watt, including the
idle time on specific workloads. The Transaction Processing Performance Council

(TPC) proposes the TPC-Energy benchmark [105] for transactional applications like
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Web application services, decision support, online transaction processing etc., TPC
measures Watts/operations on the TPC benchmarks. The Embedded Microprocessor
Benchmark Consortium has similar approach and provides a benchmark for energy
consumption of processors [106]. Additionally, manufacturers provide information
about the consumption of their components by using average loads. For example,
Advanced Micro Devices (AMD) describes the average CPU power [107], which
characterizes power consumption under average loads. In the best cases, all these
benchmarks provide information about standard applications on specific hardware.
They limit their purpose on ranking between different architectures for specific

workload.

2.7 SOFTWARE-BASED POWER MANAGEMENT APPROACHES

Although the hardware approach can supply very accurate power information but due to
some technical problems as we listed in the preceding sections limit its application
range. However, software-based approach can be used to supply more fine grained
online power information, which could be used by power aware strategies. The live
power information of systems is highly needed for designing high-level energy-efficient
strategies. For example, Eco-system [61, 74] proposes the concept of managing system
energy as a type of resource and requires the support of real-time power information at
different levels. Moreover, as a part of the energy-centric operating system, energy
profiles are also needed by new power aware scheduling algorithms [108, 109].
Furthermore, these software-based power management approaches provide more
flexibility in comparison to the hardware approaches and can be applied in different

platforms very easily.
2.71 Dynamic power management scheme

Recently, the dynamic power management (DPM) scheme has become essential for the
modern computer systems as well as for battery driven embedded systems. This is an
approach by which one can reduce power consumption by switching system
components into different states [110-118]. We consider a device with active, full-on,
standby, and sleep modes with different power consumptions and controller decides
when to change the power mode of the device. DPM also refers to the selective shutting

or slowing down of computer system components that are idle for a long time or rarely
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used. DPM schemes at the operating system level refer to the adjustment of supply
voltage and clock frequency while tasks are running. These approaches can be
classified into three subcategories: a) predictive, b) stochastic, and c¢) time-out

approaches.

A) Predictive approach
In various practical systems, it is very difficult to predict the future input event
and DPM decisions have to be taken based on some uncertain predictions. The
rationale in all predictive techniques is that of exploiting the correlation between
the past history of the workload and near future in order to make reliable
predictions about future events [110]. The screen saver adopts the predictive
approach for the energy conservation and when there is no keyboard activity after
the screen display will be turned-off, and the same approach can be applied to
disk drives. Predictive policies for the hard disk drives [119-123] and for
interactive terminals [116, 117, 124] force the transition to low power state as
soon as the component becomes idle if the predictor estimates that the idle period
will last long enough whereas, an incorrect prediction can cause both performance
and energy penalties. The regression model is used for predicting the duration of
future idle periods. A simplified power management policy predicts the duration
of an idle period based on the duration of the last activity period. Predictive
approaches are categorized into two categories: 1) Static techniques where
predictive shutdown [117] and predictive wakeup methods [116] are used.
Srivastava et al. [117] conducted an extensive analysis of various system
predictive approaches and proposed a predictive system shutdown strategy for
event-driven applications in portable devices. They developed two predictive
formulas: one based on the general regression-analysis techniques to compare the
length of an upcoming off period with that of a previous one and the other
obtained by the observation of on-off activity. They have claimed that the simple
policy performs almost as well as the complex regression model and it is much
easier to implement. In [116], Hwang and Wu have focused on the need to switch
off a computer system running in idle or sleep mode and presented a predictive
system-shutdown method to avoid sleep mode operations and thereby save energy
when running event-driven applications. Authors have used static power

management and DPM techniques to define and detect the sleep modes and idle
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period. 2) Another approach is an adaptive techniques where optimality of DPM
strategies depends on the workload statistics, static predictive technique are all
ineftective when the workload is either unknown a priori, or non-stationary.
Several adaptive techniques have been proposed to deal with non-stationary
workloads [117]. Douglis et al.[120] surveyed and classitied several predictive
policies and introduced an approach to keep only one timeout value and to
increase it when it is causing many shutdowns. Krishnan et al. [125] maintained
the set of time out values and each timeout is associated with an index indicating
how successful it would have been. The proposed policy selects the timeout for
each idle time that performs best among the available ones. In an another policy
presented by Helmbold et al.[121], also keeps a list of candidate timeouts and
assigns a weight to each timeout based on how well it would have performed
relatively to an optimum offline strategy for past requests. The actual timeout is
obtained as a weighted average of all candidates with their weights. Abbasian et
al. [115] introduced an adaptive method for DPM that is based on wavelet
forecasting theory, which allows for very accurate modeling of system
components with non-stationary behavior. In [115] it is also predicted that this
model can be used to capture the local information of a system very accurately
and achieved 95% accuracy in their results when predicting the state of a HDD.
B) Stochastic approach

These approaches are based on stochastic models and provide more optimal
results in comparison to predictive techmiques. Stochastic control based on
Markov models has several advantages over predictive techniques. 1) It captures
the global view of the system, thus allowing the designer to search for a global
optimum that possibly exploits multiple inactive states of multiple interacting
resources. 2) It enables the exact solution of the performance-constrained power
optimization problem. 3) It exploits the strength and optimality of randomized
policies. Here, the models use distributions to describe the times between arrivals
of user requests, the length of time it takes for a device to service a user’s request,
and the time it takes for the device to transition between its power states. Simunic
et al. [126-129] have discussed the system model for stochastic optimization,
which can be described with the memory-less distribution [130-132] or with
general distributions [126-129]. Similarly, the power management policies can

also be classified into two categories by the manner in which decisions are made
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like discrete time and event driven. Qiu et al.[133] proposed a abstract model of
the power managed electronic system and formulated the problem of system-level
power management as a controlled optimization problem based on the theories of
continuous-time Markov decision processes and stochastic networks and solved
this problem by using linear programming. Huang et al. [114] focused on
implementing the DPM in hard real-time systems and proposed online algorithms
to change the mode of the system. Here, they have considered three different
modes for the system known as 1) active mode, 2) standby mode, and 3) sleep
mode. However, based on the controller’s decision the device can be switched to
any mode to reduce the energy consumption. Using these algorithms, they
predicted the next moment for mode switching. Jiang et al. [118] investigated the
timeout policy for DPM and formulated a semi-Markov control process model to
optimize and analyze the performance of the timeout DPM policy. It is also
predicted that the timeout policy is equivalent to a stochastic policy in terms of
the power performance tradeoffs, and this relationship is expressed as a
mathematical formula.

Time-out approach

The time-out approach is a widely used approach in the industry, and thus it is
easy and safe to implement. This policy is widely supported by number of
Operating Systems, like Linux, Microsoft Windows, and so on. In this kind of
DPM approach, whenever the time last at idle state reaches an assigned time-out
value, this approach switches the system component to low power mode. In
previous works on timeout policy, the timeout value [42, 134] was exploited to
identify the elapsed idle time as observed event used to predict the total duration
of the current idle period, and tested with simulations as well as measurements to
assess the effectiveness. Moreover, some researchers [113, 135,136] have
implemented the DPM approaches in different ways, that is, either they have
considered the architecture and algorithm to shut down the HDD irrespective of
the value declared by the “timeout after idleness” algorithm in most of the
Windows-based computer systems, or by considering the parameter of Dynamic
Voltage Scaling by proposing a smart Sleep [113, 136] power-saving scheme with
minimal performance impact. This scheme adopts the sleep mode and forces in
the system into sleep mode, though this may not be a good choice, as it is difficult

to find such a state where server utilization is low. Recently, several analytical
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models have been introduced for power-management systems controlled by
timeout policy. Benini et al. [110, 111] explored several approaches to system-
level dynamic power management and modeled a power-management system as a
set of the interacting power-manageable components controlled by the power
manager and then analyzed the DPM implementation issue in the electronic
systems. Later, they used the stochastic approach to power-managed systems and
categorized the set of components into different states based on their performance
and power-consumption levels. They have created a power-management policy to
decide when to perform component state transitions and which transitions should
be performed, depending on the system history, work-load. and performance
constraints. Zheng et al. [137] modeled the timeout policy driven power
management systems with multiple vacations and an attention span. They have
presented their closed form solution based on queue theory. This analysis
revealed a tratfic load threshold based ‘best’ policy that is obviously equivalent to
the optimal deterministic policy and therefore is inefficient to trade-off power for
performance with tight constraints. Rong et al. [138] extended the continuous-
time Markov decision processes (CTMDP) model for designing a timeout policy
driven power management system and presented oftline and online gradient-based
algorithms for determining the optimal timeout value based on perturbation
analysis theory. This model suffers from modelling inaccuracy and brings extra
computational burden. Li [112] has investigated the multiprocessor environment
with dynamically variable voltage and speed and analyzed the problem of
minimizing schedule length with energy-consumption constraints and the problem
of minimizing energy consumption with schedule-length constraints. Moreover,
they compared the performance of the algorithms with optimal solutions
analytically and validated their results experimentally. Wang et al. [113]
investigated the smart power-saving scheme PowerSleep for servers with the aim
of reducing static power consumption using DPM. To minimize the mean power
consumption, authors have chosen the execution speed for servers with dynamic
voltage scaling and sleep periods when placing the servers into the sleep mode

with DPM.
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2.8 DYNAMIC VOLTAGE AND FREQUENCY SCALING

The energy awareness of high performance computing systems has been achieved by
several ways which varies from electrical material to various circuit designs to system
integration and system software. The main goal of each technique is same that is to
reduce the overall system power consumption without compromising the performance
of the system. This section presents the study on dynamic voltage and frequency scaling
(DVFS) from system-software’s perspective. From this perspective, the strategy of
supplying the minimal power to various system components when they are not in use is
achieved by powering down them. DVFS is one of the most promising technology by
which one can allow the systems software to reduce the CPUs voltage and frequency.
This is because when there is no processing at the computer system then the CPU is
underutilized for the machine. The dynamic power of CPU depends upon the CPUs

voltage (V) and its operating frequency (f) [2]. This relation is shown as:
denamic o« V2, f (21)

The dynamic power is used for switching between O and 1 in the CPU registers when it
is not in use. Therefore from the above relation, we can find that by lowering the
voltage or frequency, can minimize the CPU power consumption, which shows that the

operating frequency of CPU is dependent on its supply voltage as:
Ef xV (2.2)

The equation (2.2) reveals that we can decrease both the voltage and frequency
simultaneously to reduce the CPU power consumption. DVFS allows the system
software to supply high power when it is required only. With the intent of bringing
power management into operating system’s control DVFS is introduced into ACPT [43-
45, 136, 139]. ACPI defines the various performance states to the CPU which is one of
the part of operating system power management [43-45]. From ACPI point of view, this
prediction model utilizes the concept of a variety of C-states [140]. These C-states are
Co, C1, Cs and Cs. Where Cg refers to active state, and rest states are the idle state where

power consumption of the CPU decreases as we move from C; to C; to Cs.

Though DVFS is a highly promising technology but system’s software needs to find the
correct voltage and frequency to execute the application process on the computer

system and if it is not correct then the overall performance of the systems gets down
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and this results into more energy consumption by the non CPU components like
memory and HDDs [141, 142]. The task of finding the appropriate voltage and
tfrequency is performed with the help of algorithms and these algorithms are generally
implemented as running systems. In this chapter, we have investigated several
ubiquitous DVFS algorithms to facilitate an in-depth study about their behavior. DVFS
algorithms are ubiquitous if it merely looks into the performance status of the system
every time it makes a decision on which voltage and frequency to be used. Weiser et al.
[143] presented one of the earliest collections of DVFS interval-based scheduling
algorithms for general purpose operating system and the time has been divided into
tixed-length intervals and determine the CPU voltage as well as frequency at the start of
each interval for finding whether the CPU is underutilized and used the CPU utilization
ratio. Here, low CPU utilization ratio implies that CPU requires low amount of voltage
and frequency. Yao et al. [144] also presented the first task-based DVES scheduling
algorithms for real time systems. These two works [145, 146] have motivated lot of
researchers/scientists to work in this domain and several papers [145-154] targeting
embedded and mobile computing platforms using DVFES have been published like
Pering et al. [151, 152], Grunwald et al. [148] have implemented the modified version
of original DVES algorithms. There are various other scheduling algorithms [155-157],
which constantly monitor the memory access rate to know when a program is entered
into memory or exited from memory. On the basis of various design issues DVFS
scheduling algorithms can be characterized into three categories like the 1) Abstraction
of CPU utilization, 2) Prediction of the trend in CPU utilization, and 3) The association
of performance states with CPU utilization. These various design issues have been

discussed in the following sections.
2.8.1 CPU Utilization Algorithms

The CPU utilization ratio is the fraction of time which CPU spends non-idle in an
interval therefore its value is considered either O or 1. These CPU utilization algorithms
can be used to estimate future values of utilization based on the previous utilization
sample and broadly classified into two categories like utilization prediction and state

selection.

a) Utilization Prediction: For this category, two broad classes of technique are used

where one class of technique is to treat {uip } as a time series and use smoothing

Page | 35



techniques like moving average to predict the future events. The other class is to
view a DVFS scheduling algorithm as a control system and apply control-
theoretical techniques for utilization prediction. The various smoothing techniques
for utilization predictions are as follows:

Simple moving average (SMA): A SMAy is the un-weighted average of the
previous N data points. When calculating successive values, a new value uy_;
always comes in and old value u)_y_; drops out, which represents that a full
summation each time is unnecessary. However, a queue is needed to hold the most

recent N values [147].

i—1
1 ! uf g—uf
“F:ﬁz. W= ul | 4 (2.3)
j=i—N
LongShort: It is a type of weighted moving average and averages the 12 most
recent intervals of CPU utilizations, weighting the three most recent utilizations
three times more than the others [147].
L i-1 i—4
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Cumulative moving average: this represents the un-weighted average of all data

points up to the most current one. [147]
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Exponential moving average or EMA;: This is a weighted moving average with
weights decreasing exponentially over time. Here, A shows the degree of weight

decrease, and a lower values of the A discounts older observations faster [149, 158].
i-1
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AVG,: this is similar to EMA; with A = N/(N+ 1) [148, 151].
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PAST: it predicts that the upcoming interval’s utilization will be the same as the
past interval’s and is equivalent to AVGg and SMA;[144].

P
U

=, (2.8)

Page | 36



In another class of utilization-prediction technique is to view a DVFS scheduling

algorithm as a control system and applies control theoretical techniques for the

prediction. The following section list about these techniques:

b)

not quite PID: This technique is also known as nqPIDy. PID (proportional-integral-
derivative) is a classical control-systems technique, which is used to find the
appropriate value of changing workload system that represents the present and past
of the system. It simplifies the standard PID algorithm by eliminating feedback and
the continuous-time integral and derivative with their discrete-time counterparts

like summation and difference [159].

i1
w =Kp.uly + K. (% z _ Nujo) + Kp (il — uip) (2.9)
ji=i-

where Kp K; and Kp are the weights of the corresponding terms. Here, the
proportional term acts similarly to PAST [144], the integral term acts like a SMAy
and the derivative term expects the coming change in utilization to be the same as

the difference between the previous two utilization samples.

Proportional difference (PD): this is one of the old and traditional control theories,

which estimate the change concerning the direction of a slope [160].

u) = uly + Kp. (1—uy) +Kp. (1 —uy) — (1 —ul,)) (2.10)

1

Here, Kp and Kp are the weights of the corresponding term similar to the previous
technique.

State Selection: These kinds of algorithms, uses the simple PAST [144] methods
for utilization prediction and are commonly seen in the operating system’s
computing environment. Typically, state selection algorithms are divided into three
categories as listed in the following section and differ in the formula used for state
selection.

powernowd: This algorithm was developed by John Clemens [161], which is a very
simple algorithm used to adjust the CPU performance state based on the CPU
utilization ratio. For state selection algorithm establishes the high and low
thresholds to trigger a step either from a low-performance state to a high-

performance state or vice versa. Therefore, the selection of threshold value
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becomes important but there are no formal guidelines available on selection of
threshold value and typically an end-user tune these values empirically according
to their workload.

e (CPUSpeed: This algorithm was developed by Carl Thompson [162], which can be
found in many LINUX platforms like SUSE Linux 9.3 or later and Fedora Core 4.
This is a part of every Dell PowerEdge server and is known as “demand-based
switching.” The state selection method is very much similar to powernowd and
considered as more conservative because it often uses high performance states.

o ondemand: This algorithm is also a part of Linux kernel [163] and in its very
earlier versions algorithm reduces CPU frequency at minimum steps of 5% of peak
frequency whereas in recent versions it is changed and it looks for lowest
frequency that can sustain the load by keeping idle time over 30%. Here, we can
say that the optimal frequency is the lowest frequency that can support the CPU

usage without changing the policy.

2.9 DESIGNING POWER-EFFICIENT ARCHITECTURES

The improvement in the architecture of single-core CPU performance has been slowed
down significantly because of the power wall and computer architects started targeting
alternative architectures to improve the CPU performance per watt. The path to power
efficiency can go through cutting transistors from performance-enhancing hardware
structures that do not contribute to the performance in proportion to their power
requirement, whereas on the software side, most of the performance is achieved by
manual coding, auto-tuning, and to a lesser extent by automatic code generation. A
power efficient architecture could provide the support for vector processing and

carefully written code can directly exploit the power of these architectures.

The difficulty of writing codes to power-efficient architectures is due to the burden put
on the software developer to manage all aspects of code optimizations that affect the
performance. For example, the developers need to understand the essential memory
operations required to manage the memory transfers and need to express the parallelism

in an explicit manner in the software.
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2.9.1 Programming approaches for power efficient architecture

The code development productivity, portability, and efficiency are very critical issues
the success and the survival of any architecture. There are various programming
approaches that can be used with accelerator based architecture but there are some

difficulties and limitations associated with them. These approaches are discussed as:

A) Code generation
Recently, a lot of research work is performed on code generation for accelerators to
utilize their potential performance as well as their efficiency. Code generation can
be done manually [164-171] or this can be an automated process [172-175] or by
searching large optimization space [176-177]. Manual code rewriting has shown
best potential of accelerators for scientific computing.

B) Autoematic code migration
This code migration has been successfully prototyped to the various accelerators at
the functional level by multiple research projects and commercial compilers like
IBM Watson [175], PGI Compiler [178], CAPS Enterprise [179] and CellSS [180].
O’Brien et al. [175] demonstrated the difficulties, which is be faced by the
automated compilation process. Some compliers do not provide fully automated
process like CellSS compiler relies on manual data layout. Automatic code
migration of legacy code to GPUs [173, 174] is somewhat more successful because
of large memory of GPUs.

C) Autotuning
This is another approach to achieve the best performance for a wide set of
architecture. It usually requires an expertise beyond that is needed for code
optimization, because it demands good knowledge of optimization space, good
heuristics to search the optimization space and ability to produce the various
variants of the same code. These complexities are addressed by auto-tuning
libraries like ATLAS [181], Spiral [182], FFTW [183], and OSKI [184] but they

are not targeting newly emerging power-efficient architectures.
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2.10 CONCLUSION

In this chapter, we have focused on the various techniques required to minimize the
energy consumption by the computer systems. Various discussed techniques, which
varies from hardware centric to software centric techniques and is easy to implement as
well as flexible too. We have discussed the case of Microsoft Windows power schemes
as it is one of the most popular operating system presently in the market, and showed
the various drawbacks of its power schemes. Power saving modes defined by these
schemes consumes the 3W — 15W of energy in these modes, which is critical from
energy saving point of view. Power measuring and profiling has already been studied
extensively and more work is being performed to improve the power profiling
techniques and various discussed techniques in this chapter, is very useful in power
aware system design. From the various discussed approaches like Simulation based,
hardware and software based, latter two approaches are getting more attention in this
direction. In the future, the operating system should supply a module for power
profiling and supply configurable accuracy. We have presented the general view of
DVEFS scheduling algorithms for energy-aware computing and these algorithms have
been characterized with three design issues: the abstraction of CPU utilization, the
prediction of the trend in CPU utilization, and the association of the voltage and
trequency values with CPU utilization. We have also discussed the utilization based

CPU utilization ratio as it present various algorithms to predict the CPU behavior.

We have discussed about the power efficient architecture which can be achieved using
custom designs or heterogencous architectures with specialized accelerators. The
potential challenge in designing the power efficient architecture is how to program them
in a productive way and the wide adoption of these architectures relies heavily on how

to automate porting legacy code to these architectures.
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ENERGY SUSTAINABLE FRAMEWORK

3.1INTRODUCTION

The energy consumption and sustainability of the computing systems is an highly
demanding area of researchers and scientist [185, 186]. According to the IEA, the
energy used by computer systems and consumer electronics will be increased threefold
by 2030. Even with the improvements foreseen in the energy efficiency, consumption
by electronics in the residential sector is set to increase by 250% by 2030 and most
likely will become the largest end-use category before 2020, unless effective steps are
taken [187]. Therefore, the fundamental challenge for successful implementation of
“ereen computing” is to understand and then balancing of the energy efficiency with
system performance as well as application performance. The development of models
and interfacing of systems software like operating systems, job schedulers are highly in
demand today. In a typical computer system, to reduce the energy, the operating system
based ACPI [43-45, 135, 139, 140] sets the display to low power-modes after specified
periods of the inactivity on the mouse and keyboard. The ACPI efficiency strongly
depends upon the inactivity intervals set by the users. However, understanding of the
user-application behavior and their interactions with machine subsystems and other
applications continues to be under development. As a result, standardized interfaces
between the machine, its subsystems, and its operating environment do not yet exist.
The operating systems measurement tools like NWPerf as discussed in [188] are
designed to report metrics of the interest to system developers and administrators on a

global view of the system behavior.

Recently, sustainability-based approaches have received a very high response when
designing any energy-saving approach. These types of approaches directly focus on the
environment and categorized under sustainable computing aspect. This section lists the
various energy-sustainable approaches developed by various researchers over time.

Wang et al.[189] investigated the existing power models by re-evaluating on multi-core
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computer systems (MCSs) and proposed a two-level power model that estimates the
power consumption for each core on MCSs. Moreover, based on this model, authors
designed and implemented a software power analyzer by using only one performance-
monitoring counter and frequency information from the CPUs to identify the power
behavior of MCSs. In [190], Chen et al. have investigated the adverse effects of
dynamic voltage and frequency scaling by running a virtual machine over system
performance, using energy conservation methods in server consolidation. In [190],
authors also proposed a new application-aware approach by introducing a new set of
metrics CPU gradients, which predict the impact of changes in CPU frequency.
Proposed gradients are simple models and represent the local point derivatives of the
end-to-end response time with respect to the resource parameters. They later used these
CPU gradients for the performance-aware energy conservation by deploying energy
controllers. Naumann et al. [191] have addressed the consumption of power and
resources by ICT and presented a software-based model of GREENSOFT. This model
addresses the issue of energy reduction and resource consumption in ICT and the use of
it to contribute to the sustainable development. Chen et al. [53] relied on operating-
system-level power-saving strategies to minimize the energy consumption of computer
systems and introduced the concept of process-level power management in their tool
pTopW. This tool captures the real-time power-consumption data at the process level to
make critical power-saving decisions. They then introduced a power-aware system
module called Energy Guard, which is used to terminate the abnormal behavior of an

application to curb energy consumption.
3.2ENERGY AND POWER CONSUMPTION MODELING

A general way of representing a power model of a system is expressing the relationship
between the serviced workload and power consumed by servicing it, which is shown in
Fig. 3.1. Despite the elegance of this definition, there is the fundamental question to
know about the “workload intensity.” However, the workload intensity known as
different measures depending on the system context. A common power model of
computing equipment is the power consumed over the system utilization. As we know
that system consist of many components, like HDDs, memory, peripheral devices, and
CPU, so the system utilization could be a multidimensional quantity. Hence the

conventional way of representing system utilization with a scalar value is to use CPU
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utilization level as shown in Fig. 3.2 about CPU utilization, we have also discussed in
previous chapter in DVFS section and we have observed that various algorithms are
designed to find the CPU utilization ratio. Power versus utilization is the standard way
of profiling the power consumption of a system. Until recently, systems showed near-

linear power consumption with respect to utilization which is also observed by several

research studies [192-194].

A

Power Consumed

Workload Intensity

Figure 3.1: Relationship between the workload intensity and power consumption.

Power Consumed
Power Consumed

System Utilization CPU Utilization

(@ ()

Figure 3.2: Power consumption as a function of utilization such as: a) System utilization and by CPU
utilization.
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Typically, a CPU’s power consumption increases linearly with its utilization. However,
the idle power (starting point of this linearity) accounts for a substantial portion of the

peak power. Fig. 3.3 gives a typical model of CPU power over utilization.

100

Power Consumption (%)

0 100
CPU Utilization (%)
Figure 3.3: Power consumption (%) with CPU utilization.

The power consumption P, at any specific CPU utilization in (%) can be calculated as:

By = (Poeak — Patte ) 7oz + Puate 3.1

where:
Pyegr 18 the maximum power consumption at full utilization.
P, 41 is the power consumption when CPU is at the idle state.

In various CPUs, the idle power may be up to 50% of the peak power, resulting in
serious energy inefficiency, particularly, when the computation workload is low. To
save idle power, CPU can be commanded to enter a low-power mode known as C-state.
Modern CPUs have several power modes, from halt to deep sleep and even deep power
down. Therefore, this advancement in the CPU power management saves more energy
because the clock signal and power to idle units are cut inside CPUs. The more units are
stopped, the more energy is saved, but the more time is required to wake-up a CPU to

be fully operational. For example, with the new technique C6 known as ‘deep power
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down’ state, a CPU’s internal voltage can be reduced to zero [140]. The wake-up time

trom C6 state is much longer because it does not preserve the CPU context.

The power performance function gives a simple relationship between CPU power and
supply voltage or frequency. However, CPUs are not the sole component consuming
energy. A substantial part of the power is also used by memory, disk, and other
peripheral devices, which does not change with supply voltage or frequency of the
CPU. Therefore, the total load of a system can be modeled in two ways: 1) the power of
CPU that can be adjusted by supply voltage and, 2) constant power consumed by other

components, which is show as follows:

Pioga = (R:pu + Pcanst) (3.2)

This is the amount of power consumed when the system is under load. Here, P, is the
capacitive power of CPU and known as power consumption of a CMOS-based CPU,

defined as the summation of capacitive, short-circuit, and leakage power. This can be

defined as:
Py = ACVEf (3.3)
and
;e (k(V - Vt)z)
%4
where:

A is the number of switches per clock cycle,

C is the total capacitance load,

V is the supply voltage,

f is the frequency that is roughly in proportion with V,
k is the constant of circuit, and

V, is the threshold voltage.

Page | 45



Therefore, the amount of power consumed is:
Pload = (Pcpu + Pconst) = ACsz + Pconst (35)

For the power at idle time, we assume the idle power of CPU can be ignored because of
the effective power-saving C-state, and the power decreasing in other components like
memory and HDDs is also ignorable compared to the total idle power on the system

board. So, the idle power of the system can be estimated as follows:

Paie = Peonst

Based on the aforementioned functions of load power and idle power, we can calculate
the energy efficiency of the servers under different CPU supply voltages or frequencies.

We can consider two resource usage scenarios for the proposed model.
1) When shutdown of system is not feasible to save power in idle time. For a given

computation work W, we assume

Tco mputation

v
f

Then, for certain time duration T under consideration, the idle time
Tige =T — Tcomputatian
The energy consumed during time T is:
E= Pload Tcomputation + Pidle Tidle
= (Pcpu + Pconst )Tcomputation + Pcanst (T - Tcomputation )

= Pcpu Tcomputation + Pconst T

=ACV?W + Pope T (3.5)

From the Equation (3.5), it is seen that by reducing the CPU supply voltage, the energy

consumption can be minimized.

2) We assume that the systems can be put into a deep sleep or even shutdown when
idling, especially when the cost of the wake-up is relatively negligible compared
with the total response time. Here, the idle power consumption is saved by shutting

down the energy consumption is [2, 59, 75, 101]:
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E= P[oad Tcamputation
_ (Pcpu + Pconst )W
f
=ACV2W+W (3.6)

The energy consumption in this function includes two parts: CPU power that increases
with the square of supply voltage and consumed by other components during the
computation time, which increases inversely with CPU frequency. This shows that
when the CPU voltage is scaled down, less energy is consumed by CPU however more

is wasted by the components.

3.3USER CENTRIC ENERGY MANAGEMENT

Precise and detailed monitoring of the user activity is the basis for continuing to
improve the performance and energy efficiency of computing systems. Understanding
the user interaction provides valuable information about which resources is needed
ahead of time. This leads to the performance optimizations such as better resource
allocations for applications that can utilize a given resource more productively. The last
optimization refers to the situation where the device is turned-off to reduce the more
energy consumption. Energy efficient design requires systematic optimization at all
levels of the design abstraction, from the process technology and logic design for
architectures and algorithms. There are various static techniques applied during the
design phase at the algorithmic level — strength reduction [195], algorithmic and
algebraic transformation [196, 197], and retiming [198], at architectural level —
pipelining [199] and parallel processing [200], and at logic level — logic minimization
[201, 202], pre-computation [203], circuit [204], and technology [205]. An alternative
approach is to adjust the system operation and energy consumption to application
workload dynamically, that is, during the system operation and various methods like:
application-driven system reconfiguration [206], dynamic voltage-frequency scaling

[207], energy-quality scaling [208, 209] and network driven optimizations [210].

Despite differences, these dynamic methods exploit the same idea, namely, to keep the
system in the lowest power mode whenever there is no activity input, and activate the
system whenever the input signals change. To implement the idea, the system

incorporates an extra unit that constantly monitors the input activity or workload and it
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determines the new operational mode for the system, as shown in Fig. 3.4(a).
Depending on the application, the workload can be measured by different metrics like
the average rate at which events arrive at processor [209] and idling time per sample
interval [207-211]. However, it is not always possible to make correct predictions due
to the peculiarities of application, operational environment, and/or user demands, which

are varying with time.

Activity Activity
Monitor Monitor
Operation Mode Operation Mode
System  [—— System  [——»
Worldoad Workload
(@) User ) User

Figure 3.4: Energy management schemes for (a) existing system and (b) proposed system.

In general, there are two sources of energy losses in a device: intrinsic losses and user-
related losses. The intrinsic energy losses are normally caused by the engineering
design, technology, and materials used in construction of the device. However, the user
related losses are associated with varying and inefficient usage of devices. For example,
keeping a television set on when nobody watches it or leaving a computer system
running cause to energy losses associated with improper use of the device. Existing
energy management policies are device centric that is either ignores the user, assuming
unchangeable operational environment for the device, or rely on very simplified
policies, which causes to large energy losses. Therefore, it is clear if one want to reduce
the energy losses then the device energy management must be user centric, means
adaptable to varying user behavior [212, 213] as shown in Fig. 3.4(b). In the next
section we have proposed the user centric approach to energy management, which
monitors not only the system workload but also the user behavior and the environment.
The main idea of the proposed approach is to extend the controller functionality to
monitor the demands on system operation imposed by the user and adjust the system

performance for the variation in these demands.
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3.4 PROPOSED ENERGY SUSTAINABLE FRAMEWORK

This section discusses the proposed energy sustainable framework of power schemes

for Windows Operating Systems, which is developed as a tool known as Green Power

tool (GP tool). This framework is shown in Fig. 3.5 and starts its functioning with the

execution of power saver module [214]. This power saver module starts as a local

services of the Windows Operating System and prompts the user to input the

approximate time also known as login duration of working on the computer system. As

soon as the user inputs the value of login duration, it is utilized by three major modules

of proposed framework that is power-saver main window, duration, and calculate CPU

usage.

Execution of
Powersaver
Module

Power saver
On Action _DMain
] 11 S -]
Window
N\ Endof
Timer
Input On Action
Login ‘L
Duration FM—3>{ Duration
Repofitory
i D ShutDown/
Hibernate
S Calculate
CPU Usage

Figure 3.5: Framework of the proposed power saving scheme.

Here, the power saver-main window represents the Graphical User Interface (GUI) of

proposed GP tool whereas further two modules are very much concerned about the
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implementation of the proposed algorithms to minimize the power consumption by the
computer systems. Proposed algorithms are implemented as two different modes known
as: 1) Swift Mode and 2) Exhaustive Mode, which is part of GUI as shown in Fig. 3.6.

These two modes are different in their functioning.

Add Software rcntegury rprol:emes runemtiuns rmnde |

Figure. 3.6: GUI implementation of the proposed algorithms.

In Swift Mode, let us considers the time of user login-duration and computer system
continues its working till the time of login-duration comes to its end. Once the time
login-duration reached to its end, user of computer system notifies about that by
prompting a window asking, do you want to continue your work? By doing so, one can
found the availability of the user on the computer system. If user is there and wants to
proceed their working, they have to enter a new time value of login duration otherwise
proposed energy sustainable framework will switch the computer system to shutdown,
or hibernate mode based on the various running application software’s and repository

configuration.

The functioning of Exhaustive Mode is very much different with the Swift mode. In this
mode, we considered the time of login-duration as well as monitor the user activity

continuously on the computer system by calculating the total CPU usage of that
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machine, which puts another check for minimizing the power consumption of the
computer system. If it is found that the total CPU usage of the computer system is zero
or below the user-defined threshold value and compares the defined number of
snapshots for ensuring that in each consecutive snapshot of total CPU usage is below
the defined threshold value, then only the computer system automatically switches to
shutdown, or hibernate mode, irrespective of what time is input by the user during the
login-duration. The snapshot of the total CPU usage is taken at each minute. Therefore,
this mode provides better way of energy sustainability by the proposed framework. In
this framework, we have used the concept of repository that provide the uniqueness to
proposed GP tool and keep the record of various installed application software’s on the

computer system into two categories, losable and non-losable, as shown in Fig. 3.7.

Figure 3.7: Repository of losable and non-losable software’s.

This repository is used by the shutdown/hibernate module to switch-off the computer
system while making the decision by the proposed framework. Here, if it is found that
any software running from the lossy category means that there is every chance to lose
the user data while making energy-sustainable decision then the proposed framework

switch the computer system to the hibernate mode otherwise it gets shutdown.
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3.4.1 INTERNAL VIEW OF THE FRAMEWORK

This section describes about the internal view of proposed framework that includes the
details on various packages, JAVA files, major classes, methods and inter-dependency
of the packages. This internal view of the framework focuses on the five different
packages connected with each other, details of each package, major classes, and

methods detined are given below:

1) PowerSaver package
This is the main package of proposed framework and various other packages are
dependent on this. This package consists of single JAVA code file that calculates the
screen size and pop-up the window of login-duration in the middle of the screen as

shown in Fig. 3.8.

o |

Figure.3.8: User prompt to input login duration time.

2) org.juitw.visual package
This is the second next invoked package that consists of number of JAVA program files
with number of classes defined in it. These program files are used to capture the login-
duration from the user of the computer system to pop-up the main power saver window
and an inner timer thread starts in sleep mode which checks for the expiry of the login-
duration time. This package is also responsible to measure the percentage of total CPU

usage that is utilized by the exhaustive mode.
3) org.juitw.timer package

This package consists only JAVA program file that stores the login-duration time
entered by the user and when it get expires a pop-up message get invoked and also
starts an inner-timer thread of fixed duration of one minute, to get response from the
user. When no user activity is found on the computer system, a process that collects the

details of all running applications on the system gets started and performs a check on

Page | 52



repository with the collected details for making a decision whether to shutdown, or

hibernate the computer system.

4) org.juitw.process.collector package
This package consists of the number of JAVA program files that implements some
important methods for the proposed framework of power scheme. Here, CPUInfo.java
is used for fetching and displaying the CPU information, for example, in this
tramework we have used its percentage, CalculateCPUUsage.java declares the number
of methods, out of which there is one method ereateTimer( ) that takes input from the

tollowing configuration files:

¢ mode.config which is responsible for checking the running mode of proposed
tframework for power scheme. There are only two modes, swift and exhaustive, for
the proposed framework of power scheme.

e custom.config this file is basically used to store the value of threshold and snapshot
timing in minutes in the form of {20, 1} and is used by the exhaustive mode. Here,
20 refer to the threshold value for total CPU usage and 1 refers to the interval of
snapshots in minute. These are the user-defined values, as shown in Fig. 3.6, and
can be defined according to the user’s requirement. For better energy efficiency,
power-saving and management of computer system, it is suggested that the
threshold value should be kept always less than or equal to 20, and number of
snapshots must be collected for time interval greater than 1 minute whereas,
ProcessCollector.java program file is used to store the value of the various running
application programs on the computer system.

5) org.juitw.process.bean package

This package declares only the class about the ProcessBean and its various attributes

like pid, processname, memory, on behalf, and status. The defined class is just a

collection of various getter and setter methods for various declared attributes in the

proposed framework.

6) org.juitw.actions package

The role of this package is to include various execution files to the repository of the
proposed framework. This package includes two JAVA program files, firstly,
SimpleFileFilter.java, which is used to create a filter for various exiting files inside the

folders and secondly, program files SimpleFileView.java, which is used to show the

Page | 53



various filtered executable files with an extension .exe from various folders to the user

of the computer system and adds it to the repository.

Figure.3.9: Package dependency diagram of the proposed framework.

This internal view of the proposed framework of the power scheme also represents the
package dependency diagram of various packages in which they are used in the
proposed framework as well as connectivity of these packages with various other

packages used as import line in the respective program file as shown in Fig. 3.9.

Page | 54



Table 3. 1: Detailed view of each package and JAV A program files.

S. | Source Packages Files Line of Lines with

No Code Import

1 Power Saver PowerSaver java 35 4
Category.java 157 3
CurrentProcessPanel java | 67 2
Customization.java 309 4

2 | orgjuitw.visual LoginDuration.java 195 13
PowerSaverMainWindow. | 821 18
java
ProcessTableModel. java 74 4
SimpleFlleFilter.java 54 2

3 org.juitw.actions
SimpleFileView java 34 4

4 | org.juitw.timer Duration.java 173 17
CPUlInfo.java 62 6

5 | org.juitw.process.collector | CalculateCPUUsage.java | 173 17
ProcessCollector.java 116 7

6 org.juitw.process.bean ProcessBean.java 72 0

Table 3.1 gives the detailed overview of the discussed packages and details about

JAVA program files in them.

3.5 COMPARISON OF PROPOSED FRAMEWORK WITH
EXISTING POWER SCHEMES

For detailed comparison of working of existing power-scheme in Windows Operating

Systems with proposed user centric energy sustainable framework of the power-

scheme, we have compared the working function of both above discussed Switt mode
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and exhaustive mode with the functioning of existing scenario that available in the

windows power scheme [214].

3.5.1 Existing Scenario of Power Scheme in Windows Operating System
This scenario represents the configuration of existing power scheme in Windows

Operating Systems. In this existing scenario of power scheme the user has performed
various settings, as given below, to minimize the power consumption by the computer

systems.

Turn-off meniter/display = after 30 minutes
Turn-off hard disks = after 30 minutes
System standby/sleep = after 30 minutes
User works for 2 minutes and leave the

computer system inactive.

Using the above scenario as defined by the user, system will start power-saving only
after the 30 minutes of inactivity of computer system. The drawbacks of this setting are

as follows:

a) The settings are very much system-oriented and are based on time-out approach
defined for various devices. There is no provision that detects the human activity
on the system.

b) The existing power scheme starts its functioning only after 30 minutes of inactivity
of keyboard and mouse, whereas user works for only 2 minutes.

c) After the inactivity of 30 minutes the computer system will be switched to sleep
mode. In sleep-mode computer system also consumes small amount of power and
consumption varies from computer system to computer system based on their
configuration.

3.5.2 Comparison with Swift Mode

We have compared the scenario of existing power scheme as stated above with the

Swift mode of the proposed framework of power scheme. The ounly setting implemented

by the proposed tramework for this mode is given below:
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Login-duration =10 minutes

User works for 2 minutes and leave the

computer system inactive.

In Swift mode, user has to input the login duration just after the login to the Windows
Operating System. This framework gets the user consensus during the login to the
system about the user’s working on the computer system. This nature provides the
interactive and dynamic environment to proposed framework. Here, the user has
consensus that he/she will work only for 10 minutes, but due to some reasons he/she
leaves the computer system inactive after 2 min. of time. The comparison observations

with the existing power schemes are as follows:

The existing power scheme scenario, which is more static in nature, each time user has
to change the power scheme settings if he/she wants to work less than the defined

period in power scheme.

a) Though it is possible but irritating too, as most of the time users are not concerned
about the configurations in these power schemes.

b) For users, it is difficult to memorize the various time interval values defined in the
existing power scheme as these values are defined once and used forever.

¢) Proposed Swift mode overcome from the disadvantages discussed in (a) and (b),
one does not need to worry about the various time intervals values.

d) This mode offers more than 66% of power-saving over existing power scheme
scenario.

3.5.3 Comparison with Exhaustive Mode

Here, we have compared the scenario of existing power scheme with the exhaustive

mode of the proposed framework of power scheme. The various settings of this mode

are given as below:

Login-duration = 10 minutes
CPU usage (threshold) = <20
Number of snapshots= 2

User works for 2 minutes and leave the computer

system inactive.
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When compared to the Swift mode, the exhaustive mode needs to be configured once
trom user side with minimal setting parameters like the threshold value of total CPU
usage and number of snapshots to be compared before taking any decision of
hibernate/shutdown the computer system. The comparison observations of exhaustive

mode with existing power schemes and Swift mode are given below:

a) The scenarios of exiting power scheme, where there is no power-saving up to 28
minutes and for Swift mode this time reduces to 8 minutes by knowing the user
consensus during the start up of the computer system.

b) In exhaustive mode, we have tried to minimize the outstanding time of Swift mode
for more energy saving.

¢) The exhaustive mode will switch the computer system to hibernate/shutdown mode
after 4 minutes of time interval and offers more than 93% of power-saving over
existing power scheme.

It is assumed that the user is not available on the computer system after the working of

’

2 minutes, therefore various prompts like “Are you available on the system...” or “Your
login duration is expiring very soon, want to enter new time value...” invoked by the
proposed framework of power schemes to check the user activity on the computer

system gets expired after a certain period of time
3.6 CONCLUSION

To reduce energy consumption of the electronic systems as well as personal computers,
however, represents the biggest challenge that designers will have to face in the next
decade according to the SMART2020 report [215]. Therefore, new technologies that
would transform energy used by the electronic systems such as personal computers,
televisions, and personal media gadgets etc. all these systems are user centric as they
receive inputs from the user and deliver services to them. For doing so, various works
are being done by the researchers/scientists to find the new techniques for the energy
management. In this chapter, we have discussed the discrepancies of ACPI as it is
mostly used in the computer systems for energy management and presented the energy

and power consumption model build on CPU utilization of the computer system.

We have also focused on the need of user centric framework for energy management of

the computer system which monitors not only the system workload but also the user
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behavior and presented an energy sustainable framework for the power schemes of
Windows operating system. This framework is very much user centric as during login
to the system it tries to know the user consensus by knowing the approximate user’s
work time on the machine and implements the two different modes of working for this
tramework. The main objective of this framework is to structure concepts, strategies,
and activities to design an energy-sustainable power scheme. This framework is useful
tor both the desktops and laptops. The unique characteristic of this tool is that it

required minimal input and calculations for saving energy.

In this chapter, we have compared the functioning of existing power profile with the
proposed user centric energy sustainable framework and that the proposed modes, Swift
mode and Exhaustive mode detects the human activity on the computer system in an
effective manner. It is based on the time value supplied by the user during login to the
system. We have also obtained that Swift mode provides more than 66% of energy
saving and exhaustive mode provides more than 93% of energy saving over the existing

power scheme in operating system.
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ENERGY SUSTAINABLE ALGORITHMS

4.1 INTRODUCTION

The main objective of power management systems is to reduce the energy consumed by
electrical devices while maintaining a satisfactory level of the performance. Research
on effective power management methods has intensified in recent years and energy
consumption is now emerging as a dominant performance measure in the computer
systems, rivalling the running time. To design an energy efficient computer system will
ultimately require the development of fundamental frameworks, algorithmic techniques,
and principles that can be used to guide practical solutions. Most of the algorithms-
related research on the energy-efficient computing has been focused on task scheduling.
These energy conservation techniques explore the opportunities for tuning the energy
delay trade-off [216]. In one of the pioneering paper, Weiser et al. [143] first proposed
the approach to energy saving by using fine grain control of CPU speed by an operating
system scheduler. The main idea is to monitor the CPU idle time and to reduce the
energy consumption by reducing clock-speed and idle time to a minimum. In another
work, Yao et al. [144] analyzed offline and online algorithms for scheduling tasks with
arrival times and deadlines on a single processor computer with minimum energy
consumption. These research studies have been extended in [217-221], most of them
tocused on real time applications namely, adjusting the supply voltage and clock
frequency to minimize the CPU energy consumption while still meeting the deadlines
tor task execution. In other works [149, 222-232], authors have addressed the problem
of scheduling independent or precedence-constrained tasks on single processor or multi
processor computers where the actual execution time of the task is less than the
estimated worst case execution time. In computer systems, low power and energy
efficient design techniques, and algorithms aim to minimize the energy consumption
while still meeting certain performance goals. In [233], Barnett has studied the

problems of minimizing the expected execution time given a hard energy budget and
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minimizing the expected energy expenditure given a hard execution deadline for a
single task with randomized execution requirements. In [234] Bunde, has considered
scheduling jobs with equal requirements on multi processors. In [235] Cho and
Melhem, studied the relationship among parallelization, performance, and energy
consumption, and the problem of minimizing energy-delay product. In [109, 236],
authors have attempted joint minimization of energy consumption and task execution
time. In [112], authors have addressed the energy- and time-constrained power
allocation and task scheduling on the multiprocessor computers with dynamically
variable voltage and frequency, speed, and power as combinatorial optimization
problems. On the other hand, number of studies in [112, 220, 221] have added a new
dimension to the voltage scheduling problem, by considering energy-saving
opportunities within the task boundaries. Here, the operating voltage of the task is
dynamically adjusted according to the execution behaviour to accurately retlect the
changes in the required number of cycles to finish the task before the deadline and also
referred as intra task voltage scheduling. Some communities of the
researchers/scientists have worked on various algorithms to minimize the power
consumption by a computer system and its peripheral devices like CPU, HDD. These
algorithms are Back-off algorithm [237], PowerNap algorithm [238], Power-scheduling
algorithms [239-242], SoftWatt [82], and Power—aware algorithms [112, 243, 244].

4.2 PROPOSED SWIFT MODE ALGORITHM

This section represents an algorithm implemented for the discussed scenario in chapter
3 of Swift mode and used for collecting the data for analysis and result purpose [214].
The proposed algorithms initialize the variables L, M and X in step 1 and starts a two
timer threads T1 and T2 into sleep mode in step 2. These timer threads represents that
the user has logged into the system and input the value of login duration into the
proposed framework of power scheme. In step-3, the working mode M from the two
available modes Swift and Exhaustive is selected. In this case, the mode is Swift. The
selection of mode is part of user configurations and selected or changed when user
wants to switch the mode. Next step-4, is a major step and used for switching the
computer system into hibernate or shutdown mode once the time of login duration gets

expired.
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Algorithm: Pseudo code for Swift mode

Symbols used in this algorithm:

1) L - The total login duration time
ii) M - The mode of operation
iii) X — The sleeping time
iv) n - Extra time regquired if any
V) T1 and T2 — Timers
Step — 1: Initialize variables

Step

Step

ITnitialize L, M and X

L € Take the input from the user during login to the

system.

M € Take the value from the configuration file set by

the user.
X €& The sleeping time of a thread.

- 2: Start of Timers
Starts two timer threads T; and T/
T;: expires after L x 60 x 1000 ms

Ty: expires after each 1 x 60 x 1000 ms and

for X time.

— 3: Mode Selection

Selection of Mode M) :
IF M == Swift then

X €L x 60 x 1000
ELSE

X € 1 x 60 x 1000

sleeps
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Step — 4: Functioning in Swift mode
When T; expires

a) Cancel T,
b) Invoke user prompt to find user availability on the
system
c) n €& input extra time.
d) Starts a thread T;. T; will expires after 1 x 60 x
1000 ms.
e) After 1 x 60 x 1000 ms
IF n = = 0 THEN check any losable program is running
(check with repository)
IF yes
HIBERNATE the computer system
ELSE
SHUT DOWN the computer system
END
ELSE
GO TO STEP (1) with
L€ n

4.3 PROPOSED ENERGY SUSTAINABLE SNAPSHOT
TECHNIQUE

As discussed in the chapter 2 to minimize the energy consumption, there are various
approaches, which is used to minimize the energy consumption of computer systems. In
the proposed energy-sustainable snapshot algorithm (ESSA) [245], if there is any work
or processing being performed on a computer system, the CPU of the system must be in
use, in which case the percentage of total CPU usage should be greater than zero,
otherwise, it should be equal to zero. In [11], Gupta et al. also suggested that a

processor not performing any operation can be kept in sleep or hibernation mode to
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reduce the energy consumption of the system. The proposed framework is shown in

Fig. 4.1 and is a part of the GP tool.
4.3.1 ESSA framework

This proposed energy-sustainable snapshot technique takes input from various sources.
First, in the form of a configuration file that is created just after the installation of the
GP tool, the user has to define the value of the snapshot time and its threshold limit.
These values are stored in a configuration file and overwritten in the file in case the user
makes any changes in the future. The threshold value represents the percentage of total
CPU usage, which should be kept at its minimum—that is, either less than 20 or less
than 10, this increases the accuracy of the technique, which occurs when very few
application processes in addition to system processes are running on the computer
system. Second, input is also taken from the user when logging in to the computer
system, the user must select the roughly estimated time he/she will be working on the

computer system. Thus, it follows:

Snapshot time (S) < Total login duration (L) 4.1)

Divide into »
Snapshots Divide

Fetch Store

NO
check I Check

|
NO

Figure 4.1 Framework of the energy-sustainable snapshot technique.

User

If any difference is found, then the proposed technique will consider the total login

duration (L) as the snapshot time (S). In the next step, the total login duration (L) will be
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divided equally into small chunks of snapshot times S, 28, 3S..., nS. This value is

determined as follows:

Total number of chunks of snapshot times = |[Totallogin duration (L) /

Snapshot time (5)] (4.2)

For example, if a user inputs a total login duration L= 15 minute and the value of the
snapshot time defined in configuration file S = Sminute, according to Eq. (2) there will
be only 3 chunks of snapshot times, S = 5 minute, 2S = 10 minute and 3S = 15 minute.
This shows that after each interval of 5 minute the total CPU usage will be checked. In
the next step, to increase the accuracy of the system’s decision, we have included the
concept of energy-sustainable snapshots for the percentage of total CPU usage after
each interval of time (X), which is also known as the sleeping time within a given chunk

of snapshot time (S).
X=S8/n (4.3)

Here n represents the total number of CPU usage (%) snapshots in each chunk. In the
proposed technique, the value of X is 1 minute, which means that after each 1-minute
time interval the percentage of total CPU usage will be stored in an array. These stored
values are compared with the predefined value of the threshold. If it is found that the
percentage of total CPU usage consumed by all processes running on the system is
below the defined threshold value, as shown in Fig. 4.2(a), which indicates that the user
is not actively working on the system or very few processes are running on the system,
then the proposed technique will make its decision accordingly to minimize the energy
consumption. Furthermore, if it is found that the percentage of total CPU usage exceeds
the threshold value in any interval of time for a given chunk, as shown in Fig. 4.2(b),
which means that the CPU of the machine is being utilized and therefore, the user or
some application processes are continuously working, the next chunk will be traced out
and the percentage of total CPU usage will be stored to determine the idle period of the
CPU. The decision to “Hibemate™ or “Shutdown” before the system goes-oft will be
completely based on the configuration of the repository and the various applications

running on the operating system at that time.

Page | 65



100

-

80~

-

o0~

;0

40 -

CPU Usage(%a)

3o~

| gy

] i | 1

Snapshot 1 X Snapshot 2 2X Snapshot 3 3X Snapshot 4 §
Snapshots of running processes with total CPU Usage at time interval X (sec.)

(a)

100

90

80

50

CPU Usage(%)

40

60 -

Figure 4.

Snapshot 1 X Snapshot 2 2X Snapshot 3 3X Snapshot 4 s
Snapshots of running processes with total CPU Usage at time interval X {sec.)

(b)
2 Snapshots of total CPU usage (%): (a) below threshold value and (b) above threshold value.

4.3.2 ESSA algorithm

This section represents the ESSA algorithm [245] implemented for the previously

discussed framework and used for collecting the data for analysis and result purpose.

The functioning of this algorithm is divided into three easy steps. Starting with the

various used variables in the algorithm, step-1 is associated with the initialization of &

Page | 66



T, S, L and A. In step-2, timer T1 and T2 gets started according to the value provided by

the user. Whereas step-3 is major step in this algorithm, which computes the total CPU

usage (%), store this value into an array and compares the array value for taking the

decision when to shut down or hibernate the computer system.

Algerithm: Pseudo code for ESSA

Symbols used in this algorithm:

vi) & - For CPU usages

vii) 1 - The threshold for CFPU usage
viii) S - The snapshot duration.

1x) L - The total login duration time
x) X — The sleeping time

xi) A — An array of CPU Usage

xii) T1 and T2 - Timers
x1i11) C - Counter
Step — 1:

Step

Initialize &, 1, s, S, L and A

T €Take the wvalue from configuration file which is
stored by the user while settings of power saver
module.

5 € Take the value from configuration file which is
stored by the user for comparing the various
snapshots.

S €& Take the value from confiquration file which is
stored by the user while settings of the power saver
module.

L € Take the input from the user during login to the
system.

A: creates an array of size s. C €0

- 2:

Starts two timer threads T; and Ts;

T;: expires after L x 60 x 1000 ms
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Ty:
X time.

Step — 3

expires after each 1 x 60 x 1000 ms and sileeps for

IF T, expires THEN

a) X € 1 x 60 x 1000

b) Calculate £ €CPU (P;) + CPU (P2) + ouuuune... + CPU(Py)
c) AlC] € ¢
d) IF C — — 5 THEN

IF V A[0],A[1], ...A[s—1] < T THEN

Invoke user prompt to find user availability on the

system

IF any loss-able program is running, (checks

with repository)

HIBERNATE the computer system
ELSE
SHUT DOWN the computer system

ELSE

END

e) Increment C € C + 1 and T, should sleep for X (ms)

END
END

4.4 EXPERIMENTAL METHODOLOGY

To characterize the behavior of the proposed energy-sustainable snapshot algorithm, we

first describe the experiment setup used to verify the proposed algorithm. Then, we

have described about the experiment procedure and compared the various states of

computer systems with respect to the percentage of total CPU used by the various

running processes. This section describes the experiment setup and the evaluation of the

algorithm under the executed workload.
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4.4.1 Experiment Setup

We have used a cluster of 15 machines to execute proposed algorithms and thus record

various snapshots of the percentage of total CPU being used during different intervals

of time.
Table 4.1 Cluster Configuration
Component S;::i:f;g:; Cluster of 15 machines
Manufacturer IBM Think centre
Make
Type Desktop
Name Intel Core i3 2100
Code name Sandy Bridge
No. of Processor 1
g; i Intel® Core™ {3-2100 CPU @ 3.10 GHz.
Package Socket 1155 LGA (0x1)
Technology 32 nm
Core Speed 1597.8 MHz
Stock Frequency 3100 MHz
Core VID 0.986V
CPU Max TDP 65W
Multiplier x FSB 16.0x 99.9 MHz
Number of Cores 2
Number of Threads 4
Instruction Set MMX, SSE (1.2,3,354.1,4.2), EM64T, VT-x, AVX
2x32KBytes, 8-way set associative, 64-byte line size
L1 Data cache
2x256 KBytes, 8-way set associative, 64-byte line
size
L2 Cache
1.2 Cache 3 Mbytes, 12-way set associative, 64-byte line size
Memory Type DDR3
Size 2048 Mbytes
Memory | Number of banks 1
Voltage 1.5V
Frequency 665.5 MHz
Size 320 GB SATA
Disk Manufacturer Seagate
Speed 7200 rpm

The experimental platform as stated above, we have used cluster of IBM Thinkcentre

desktops. Table 4.1 summarizes the configurations of cluster machines that is used in
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this experiment to evaluate the algorithms. The simulated processors is Intel Core i3
2100 with core speed of 1597.8 MHz and stock frequency 3100MHz. The L1 data cache
is 8-way set associative, with size 2x32 KBytes, whereas the L2 cache size is 2x256
KBytes and L3 cache is 12-way set associative with 3 MByte size, for all the cluster
machines. The processors operate at voltages of 0.986V. The memory type is DDR3
with 2GB size, single bank and 665.7 frequencies for all cluster machines. The HDDs
used to store the percentage of total CPU usage data and for the performance evaluation

of cluster machines are from Seagate, measuring 320GB SATA and running at 7200
rpm.

4.4.2 Evalunation

We have used the software StressMyPC [246] for a thorough evaluation for the
proposed algorithms. This software is freely available on the internet and checks the
CPU and HDD of the system by executing some algorithms. We have used this
software on all the cluster machines and executed it so that the CPU could remain busy
for a certain period of time to determine the accuracy of proposed algorithms. The
snapshot time of the percentage of total CPU usage is recorded for each second in
chunks lasting one minute each. We also recorded the snapshots of the total CPU usage
when there was no process runaing on the system or when there was a process running
completely within the computer system’s memory and there was no or very limited
interaction with the CPU. NetBeans IDE 7.1.2 [247] was used to implement the
proposed algorithms. Then, using the profiler available in NetBeans IDE, we have
evaluated the performance of the proposed algorithm by monitoring the memory and
CPU. The results obtained from this profiling have been discussed in the performance

evaluation chapter.

4.5 RESULTS

This section describes the various results obtained after executing the proposed ESSA
algorithm in a real environment. We have used various scenarios—usage scenario-1,
usage scenario-2 and an internal scenario—to evaluate the ESSA algorithm. Usage
scenarios-1 and 2 also describe an environment that includes the system and operating
parameters. These usage scenarios have been executed on all cluster machines.
Specifically, we executed commonly used software and obtained the results for the

tollowing scenarios.
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4.5.1 Usage Scenario 1

This scenario represents the idle functioning of all the clusters computer systems,
during which no work is carried out on the machines. The user must simply login to the
system and executes certain software’s, as per Table 4.2, and leave the system inactive
due to some unknown reason, which is the most common user practice. The running
computer systems not only consume power but also completely depend on the operating
system’s power scheme settings to switch the computer system into any power saving
mode as defined by power scheme. Thus, when the proposed ESSA algorithm can be
initialized, and the system could be powered off long before the determined power

scheme is implemented.

The results obtained tor the scenario described above are presented in Fig. 4.3 for all
the cluster machines. For L. = 20, S = 1 and r = 20, Fig. 4.3 is equally divided and
represent a total of 20 chunks of snapshots with lasting 60 sec. each for all cluster
machines. We recorded the various snapshots for the percentage of total CPU usage in a
file for each second. To gain greater clarity and to continue with experiment up to the
last moment of total login duration, we canceled the T2 timer whenever it was invoked
at the end of each snapshot. Thus, at the end of each minute, the final snapshot value of
the total CPU usage percentage was recorded, which is slightly higher than the previous
one because the execution of the timer event also increases the percentage of total CPU
usage. However, the peaks in the middle of each snapshot are only due to the various
processes running on the system. Therefore, if there the percentage of total CPU usage
is higher than the threshold value, then ESSA algorithm will check the next snapshot

and record the percentage of total CPU usage for each second in that snapshot.

Table 4.2 Usage Scenario 1

System Parameters Cluster of 15 Machines
Operating system 32-bit, Windows 7 Professional
Software executed by the user NIL

Total number of running processes 45

Status Idle

Operating Parameters for

Algorithm

Total login duration (L) 20 min.

Snapshot time (S) 1 min.

Threshold value (7) 20%
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Figure 4.3 Total CPU usage (%) for idle computer systems in the cluster.

4.5.2 Usage Scenario 2

n 8
0

This scenario represents the active functioning of the cluster machines, which means

that there is a continuous pumping of data from the CPU side or instructions are being

continuously fed from the user side to the system, which keeps the CPU busy, this is

unlike the previous scenario, where user instructions were limited to the cancelation of

the T2 timer. To keep the CPU busy, we used the StressMyPC program with other

programs such as Microsoft Office and Internet Explorer. Table 4.3 presents the various

system and operating parameters under which the user logs in to the system.

Table 4.3 Usage scenario 2

System Parameters

Cluster of 15 Machines

Operating System

Windows7

Software executed by the user

StressMyPC (Nenad Hrg)

Total number of running processes

45 + 1 (StressMyPC)

Status

Active state

Operating Parameters for Algorithm

Total login duration (L) 20 min.
Snapshot time (S) 1 min.
Threshold value () 20%

Page | 72



However, change in the operating parameters observed, and the proposed algorithm is
executed under the same environment as it was in the previous scenario. Fig. 4.4
illustrates the results obtained for all cluster machines. The processing represented by
Fig. 4.4 is similar to that of Fig. 4.3, because we kept the operating parameters remain
same. The only difference from the previous scenario is that the CPU of all cluster
machines is actively involved in processing and we can easily notice that the percentage
of the total CPU reaches up to 80% in active state. Fig. 4.4 clearly shows that in the
active state for all the cluster machines average percentage of the total CPU usage
always remains above 50% during the execution of the program StressMyPC as this

program keeps the CPU busy all the time.

Total CPU Usage(%)

10+

5
o i

Time(Sec.) 100 &8 )= Machines in Cluster

Figure 4.4: Total CPU usage (%) for active computer systems in the cluster.
4.5.3 Internal Scenario

This scenario represents the various results, obtained and used by the proposed
algorithm make the decision whether to keep the computer system running or not. As
we have seen in the previously discussed usage scenario-1 and 2, the percentage of total
CPU usage was recorded for each second in chunks lasting one minute each. In these
various recorded percentage of total CPU usages for each chunk, we focus ourselves on
the maximum recorded value of total CPU usage for the each cluster machines, so that

it could be find whether there is any peak of running processes in each snapshot chunk
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that breaches the defined threshold limit or not. Fig. 4.5 represents the maximum-
recorded value of CPU usage for each cluster machines, in each chunk of snapshot
respectively and compared with each other and totally based upon the value of snapshot

time S.

For the previously discussed usage scenario-1 and 2, we have considered the value of
snapshot time S = 1 minute, which means each chunk of snapshot is treated separately
and there will be no comparison. Furthermore, based on recorded maximum values for
CPU usage, the proposed algorithm decides when to activate or cancel the T2 timer.
The following Table 4.4 represents the recorded value of maximum CPU usage (%) for
all cluster machines (M1-M135) in both the modes active (A) and idle (I) at a given time

interval of up to 20 minute.
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Table 4.4: Maximum CPU usage (%) by each cluster machines (M1 — M15) in active {A) and in idle (I} mode up to 20 minutes.

Snapshot time M1 M2 M3 M4 M5 M6 M7 M9 M10 MIl MI2 | MI3 [ M14 | MI5

intervalinmin | A | p|la | fajujafrjalrfajrjajofalrjajrfajofalrjajrfajr|jalrjali
1 55| 7 |60 f1o| 7128801266 12|57 5 [74|9 |so|we|es|13]| 76|17 [e3]|18|ss[17[70] 7 |67]15]80](28
2 58| 2 |s&| 6 |ssf1of60] 3 |73 12]66[13]55]| 6 [59)14]61]15] 57 57010574 |60 |5 [59]15]|59]15
3 56| 5 |57|13|61[17]56]|5 |55|11|55]9|s56[13]75]8 |55[10]70[15]|80]14]356[15]{57]09 [56]11]56]13
4 59| 13|58 | 7 |s6| 4 |s6] 8 |s0|n|s6[13]77]19|s6]16]|66|6 |56 6 [62]7 563 [s50]s5]|s6[1|s6]3
5 sT|u|se| 2|6t | 8|57 1 |56 35715575 [s5|13|s57|tefer 12572586 [56|0]|6s5[0]62]6
6 55| 7 |54 13|55 10)57]6 |61 3 [56[12/66[10[64] 8 |57[1a|36[12]73]10]57[9 61]4[56]10]56]13
7 59 1 |55| 9 [s6|10]s6]|11 5818|577 578 [58]8 551|350 f[1w]|s6|11]356[7|56|10[56]6]58[n
8 63| 11|58 2|57 |5 |63 3|56 7 |62|6|s56]2 5505 552 |s6|3 [55/2]s56|1[s56]2]|50[6]s56]5
9 563 |65| 7 |56)3[s0]1 656|576 |s56|13|s5]8 572|362 es]|3]|s7|6([57]2]56]0]s6
10 5503 |62| 9 |56)9|s6|1n|58|16|57 11589 555|507 [356[15]|63|12]61|11]56|12[58]3 |60f16
11 56 14|58 | 4 |59[15|59] & |56 956|353 64| 4 |65]2 555 |s56[7 [59]7|56|11|56]|10|55[09]60
12 55| 7562|552 57|11 |54| 1582|563 565 ([505|55[1 |60]2|s6|3]|59|0]|s6[13[55]6
13 6| 1|58t |57 11594 |56 2]|56]|12|s56f10]s55]10[56|4 |56[18|56] 1 [56|11]58)|6]([57[5[56]11
14 5715|577 |sa10|s6|11 |56 8|59 6[s6|8 |s8|3|s6f[12)55[10(s8|10]s56[6|56[12|56]2]58]17
15 56| 8 |55| 2552|563 564|563 582 (590001 |64|3 561 [58] 1551 [56|8]|56[5]|56[3
16 5505 (59| 8 |58 9 |55|8 |55/12]|56(4|s56|7 569|569 623|562 66|6|60|2]|56[s8][50]4
17 56| 1 |60 11|57 |8 (5715|569 [56[13|57|8 [57] 5559 |[s59[7 |es{iw]s6|[1i]{62]12[56]10]62]10
18 57| 8 |55| 1 [56)6|s50)12|58|14[55]3 |56 [18]57] 5 |56|7 |55 |1 |54]7|3s8[3|s58|7[57]7[56]18
19 59|10 |55|14|56|6 | 57| 2|56 1 |56|2|safl4 5715575 |56 7 |57]2[57|6]|56|8]|s56[15[56]35
20 56| 6 |66 8 [57]7]36 s | 3|s6|s5|ss|a (5755704565 |63|3[s8]1]|61]a]sa]3][60]3
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From Table 4.4, we can derive the various graphs for both the states of each cluster

machines. As shown in Fig. 4.5(a) when the machine is in idle state then the snapshots

of total percentage of maximum CPU usage by cluster machine M1 always remains

below the defined threshold value, whereas in active state percentage of maximum CPU

usage for each interval of time remains above the defined threshold and represents that

the continuous processing is being done on the cluster machine M1.
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Max CPU usage by ML (%)
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I Max CPU usage by M1 when Idle
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Time (Min.)

(a)

In Fig. 4.5(b), the snapshots taken for total percentage of CPU usage for cluster

machine M2 at each interval of time are very much similar to the snapshots presented in

Fig. 4.5(a) and remains always below the defined threshold in its idle state and above

the threshold in its active state during the supplied login duration time.

W———— T T T T

[ Max: CPU usage by M2 when Active
- I o CPU usage by M2 when idle

Max CPU usageby M2 (%o)

0
012345678 9W011213141516§171819 20
Time (Min.)

(b)

Max CPU usageby M3 (%)

[ Max CPU usage by M3 when Active
0 I o CPU usage by M3 when idle

ol
001 2345678 910111215141516171819 20
Time (Min.)

(©

Page | 76



In, Fig. 4.5(c) for cluster machine M3, there is one snapshot of time interval at the start
tor idle state that breaches the defined threshold value and no user prompt will be
invoked by ESSA algorithm and the next interval will be checked whereas in active

state percentage of total CPU usage remains always above the defined threshold.
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Further, the snapshots of percentage of total CPU usage for cluster machines M4, M5,
M6, and M7 in Fig. 4.5(d), Fig. 4.5(e), Fig. 4.5(f), and Fig. 4.5(g) as shown above,
always remains below the defined threshold in their idle state and above the defined
threshold in their active state. Here, in the idle states, user prompt is invoked after each

interval of time to check whether user is available or not on the machine.
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In Fig. 4.5(h), for cluster machine M8, utilization of CPU is very much similar to the
machine M3 as there is one snapshot of percentage of total CPU usage in its idle state
which breaches the defined threshold value and the next time interval is checked by the

algorithm whereas in active state percentage of total CPU usage always remains above

the threshold.

In Fig. 4.5(i), Fig. 4.5(3), Fig. 4.5(k), Fig. 4.5(1), Fig. 4.5(m), Fig. 4.5(n), and Fig. 4.5(0)
as shown below for cluster machines M9, M10, M11, M12, M13, M14, and M15
represents the percentage of total CPU usage that remains always below the defined
threshold in the idle state and above the threshold in active state for all the cluster

machines.
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From the above figures, we can easily find out that when there is no processing on the
machines or machines are in idle state than the total CPU usage always remains below
the defined threshold and the same condition is detected. The proposed ESSA algorithm
which tries to find the users availability by invoking the prompt after each defined
interval of time period whenever it is found that the percentage of total CPU usage is

below the threshold.

4.6 CONCLUSION

As we know, the research on effective power management methods has been intensified
and the energy consumption is now becoming an emerging area as a dominant
performance measure in the computer systems in place of considering the speed of the
system. For designing an energy efficient computer system, ultimately require the
development of fundamental frameworks, algorithmic techniques, and principles that
can be used to guide practical solutions. The main objective of the proposed techniques
is to structure concepts, strategies, and activities to design an energy-sustainable power
scheme. In this chapter, we have proposed the algorithmic framework for the discussed
energy sustainable framework in chapter 3. We have proposed two algorithms known as
swift mode algorithm and ESSA algorithm, both the algorithms are based on user
interactions with the computer system. Swift mode algorithm tries to know the user
consensus before starting work on the computer system, by prompting the user to enter
time for login duration and coatinue its working till the login duration time comes at
end. Once the given login duration time expires, algorithm again tries to know the user
consensus. In case, if the user is available, a new login time value may be supplied
otherwise algorithm will switch the computer system to hibernate or shutdown mode to
minimize energy consumption. Whereas, the proposed ESSA algorithm is very much
different in its functioning with the swift mode and claims for more energy saving. This
algorithm constantly tracks the total CPU usage of all running processes on a computer
system, and whenever it is found that the computer system is in idle mode or the user of
the system has left the computer inactive, the proposed algorithm switches the state of
the system from idle or inactive to hibernate or shutdown power saving mode. The
working principal of the proposed algorithm is based on determining whether the
system is idle or in an inactive state because theoretically at that time the percentage of

total CPU usage should be zero otherwise, as indicated by the various results for cluster
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machines, it should be below the threshold limit defined by the user to enable the

system make the decision to hibernate or shutdown.

From the results, we can also see that in case if there is no working on the machine or
machine is in idle state then maximum CPU utilization is always below the defined
threshold value. In the results obtained by proposed algorithms, this value is set to 20%

and also could be used as an idle value for future cases.
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PERFORMANCE EVALUATION OF FRAMEWORK

5.1 INTRODUCTION

Due to proliferation in the software and system’s market, it has become necessary to
evaluate the things for various measures like performance, reliability, security etc.
There are several more problems associated with the software’s which include the
underutilization of client resources, installation of additional hardware equipments and
the congestion of computer systems either because of complete memory or CPU
utilization. Therefore, the use of software and systems with enhanced performance are
in high demand. There are various analytical tools available in the software engineering
tor examining the behaviour of applications like function-calls, time, CPU usage and
memory usage etc. These tools have dramatically changed the way of analysis and
become essential for optimizing an application’s performance and profilers are one of
them [248, 249]. Profilers can be used to find the overall appropriate level and
bottlenecks in the application. These bottlenecks are the troublesome spots, which can
be hidden and occur during the execution of the application. So, with the help of
profilers one can reduce the time for detecting these bottlenecks in the applications.
Most modern profilers support the graphical representation of the results obtained to
facilitate quick analysis of the developed application. The role of profilers becomes
important when the application is a real-time system where they check for whether the
real-time task meet their deadlines and matches the estimated time derived by static
analysis. In this chapter, we have evaluated the performance of our proposed energy
sustainable framework of the power scheme under Swift and Exhaustive modes. This
study investigates on more convenient and effective methods, which can minimize
computer system’s load and enhance the overall performance at the same time. The
proposed framework requires only configuration and no installation is required, which
in turn not only maximizes the conveniences for users but also keeps the system

resources free for other works.
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The performance measures for the proposed energy sustainable framework of the power
scheme include the various system components like thread monitoring, analyzing
memory, and CPU performance under specific workload. We used the profiler available
in NetBeans-IDE [247] for evaluating the performance of proposed energy sustainable
tramework discussed in chapter 3, under ditferent proposed modes with the help of the
proposed algorithms. By using profiler, one can easily determine the performance of
system’s memory and CPU under various performance measures like memory leakage
[250], memory heap, and memory garbage collection [251], thread monitoring, CPU

timestamps for each invoked methods etc.

5.2 THREAD MONITORING

During the thread monitoring session, the profiler monitors system and application
threads activity and displays the information in the threads tab. This tab is responsible
for displaying the timeline for each running threads with their states like running,
sleeping, wait and monitor. We can also get the detail of time spent in each state. For
the proposed energy sustainable framework, we have monitored various active threads
in both the modes: swift and exhaustive. On the basis of their execution, these are
typically divided into two categories known as system thread and user thread. Table 5.1

provides the overview for both types of threads with their uses class and descriptions.
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Table 5.1: Thread details

S. | Thread Name | Uses Class Type of | Description
No Thread
1 Reference javalang.ref.Reference$Refere | System High prior thread that
Handler nceHandler enqueue pending
references.
2 | Finalizer javalangref Finalizer$Finalize | System Performs finalization of
rThread objects before their
garbage collection.
3 | Attach javalang. Thread User User Thread
Listener
4 | Java2D javalang.Thread System Handles disposal of
Disposer native data associated
with java objects in Java
2D.
5 | AWT- javalang.Thread System AWT system thread,
Shutdown handles shutdown of
AWT (Event (Queues)
when no GUI is
6 | AWT- java.awt.EventDispatchThread | System AWT thread, which is
EventQueue-( the main thread
executing a GUI java
7 DestroyJavaV | javalang.Thread User User Thread
M
8 Timer Queue | javalang Thread System Used to manage all
javax.swing.Timer
instances in one thread.
9 | Thread-7 javalang.Thread User User Thread
10 | Thread-8 javalang.Thread User User Thread
11 | Thread-10 javalang.Thread User User Thread
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5.2.1 Thread Monitoring in Swift Mode
Here, we have executed the proposed energy sustainable framework under swift mode

and performed thread monitoring. We have executed the framework for the discussed
usage scenario in chapter 4 up to 20 minutes. The results obtained after thread
monitoring are shown in the Figure 5.1.

Threads {omin Stin omn mn i)
DFinalizer
[DReference Hander
[IAWT-Nindons

[0 JavaD Dispaser
CIAWT EventQueue)
[ AWT-Shutdown

[ Destroylavall

O TmerQueue

[ Threads
DOThead7

[ Thvead-10
[OThvead-5

IRuring [ Sleeping 7 Viat 0 Monitor
Figure 5.1: Various active threads during the framework monitoring in swift mode.
From Fig. 5.1, one can easily observe that the user threads 7 and 8 gets started into
sleep mode by providing the login-duration time to the framework and after a certain
period of time inner-timer which corresponds to the thread 7 gets expired and the thread
8 continues till the end of the login-duration. Once the login-duration ends then the
AWT-EventQueue-0 system thread, which is in wait state, gets activated and pop-up the
message window to the user that “vour time is finished” do you want to continue your
working, if user reply for yes, then another message window gets pop-up to enter the
extended time duration and the user thread 10 gets started into the sleep mode for the

new login-duration.
5.2.2 Thread Monitoring in Exhaustive Mode

Here, we have executed proposed energy sustainable framework under the exhaustive

mode and performed thread monitoring. We have executed the framework for discussed
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usage scenario in chapter 4 up to 20 minutes and obtained results after thread

monitoring are shown in the Fig. 5.2.

Threads fomin | | " smin | | | T tomin | | | " 15 min
O Reference Handler
[ Attach Listener
Ol Finalizer

[ signal Dispatcher
O main

[ Java2D Disposer
O AWT-Windows
O AWT-Shutdown
[ AWT-EventQueue-0
[ DestroyJavavM
O TimerQueue

[ Image Fetcher 0
O Thread-7

M Thread-8

[ Image Fetcher 0
0O Thread-3

O Thread-10

O Thread-11

O Thread-12

O Thread-13

O Thread-14

O Thread-15

[ Thread-16

O Thread-17

O Thread-18

0O Thread-19

0O Thread-20

O Thread-21

O Thread-22

O Thread-23

O Thread-24

O Thread-25

O Thread-26

O Thread-27

O Thread-28

[ Image Fetcher 0
[ Thread-30

O Thread-5

Figure 5.2: Various active threads during the framework monitoring in exhaustive mode.

From Fig. 5.2, we can notice that all the system threads remain similar to the thread
monitoring in swift mode. Whereas, various number of user threads could be observed
in this exhaustive mode because proposed ESSA algorithm continuous checks the user
activity on the machine and here we are observing the snapshots each with 1 minute
duration and total login duration time is 20 minutes. Due to this reason, the user threads
are created for each minute of login duration. In the Fig. 5.2, these threads are shown
from thread-7, thread-10, and thread-11 to thread-28 each with one minute duration. As
the supplied login duration time of 20 minutes gets expire proposed framework prompt
a window to user for supplying new login duration time with one minute expiry and

represented with user thread-30.
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5.3ANALYZE MEMORY PERFORMANCE

The analysis of memory performance of the proposed framework under different
overheads includes the various results like memory heap, garbage collection and threads
and loaded classes. Using VM telemetry, we analyzed these memory measures and
obtained the various results as shown in further figures. Here, we have profiled the
proposed framework for both the proposed modes: Swift mode and Exhaustive mode. In
all our real time results of memory performance, we have profiled the proposed

tramework up to 20 minutes.
5.3.1 Heap Analysis

In Fig. 5.3(a) and Fig. 5.3(b) the memory heap size over the period of time for both the
modes: Swift and Exhaustive have been analyzed, respectively. Here, we can easily find
out the details of maximum available heap size versus used-heap of profiled framework
tor both the modes. For both scenarios, maximum available heap size is the same with
variations in the maximum used-heap which is 9.5 MB to 13 MB, respectively for both
the modes and the minimum used heap after garbage collection is 5.0 MB to 9.0 MB,
respectively for both the modes. This is very clear as in exhaustive mode there is a
continuous monitoring of the user activity for each minute is done by the framework.
Here, Garbage collection is performed after a certain interval of time automatically,
which minimizes the maximum used-heap sizes. These intervals are easily noticeable in
Fig. 5.3(a) and Fig. 5.3(b). Throughout the login-duration framework continues its
functioning smoothly, which can be noticed with the sharp edges of Fig. 5.3(a) and Fig.
5.3(b), but when the login-duration time comes to at end, there is always some
deviations in the edge that refers to the activation and creation of new threads in the
memory. To know more about these threads, one can refer the thread monitoring
section as discussed above. We can also observe that for both of the scenarios
maximum used heap never reaches up to maximum heap size and framework continues

its functioning without any decrease in the performance.
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11:24:42.004 AM, Aug 27, 2012

Heap Sze 16,318,464 B
Used Heap 5,027,504 B

MatHep ez 16,318,464 B
MaxUssdHesp 9,543,240 &

10:36:48.726 AM, Aug 27, 2012
Heap Sze 16,318,464 B
Used Heap 9,097,688 B

MaxHespSz: 16,218,464 8
MaxUssdHesp 13,566,576 &

(b)

Figure 5.3: Analyze memory performances for allocated heap size vs. used-heap. For each graph, x-axis
denotes the time in (HH:MM) and y-axis shows the used-heap size in (MB) {a) Swift Mode and (b)
Exhaustive Mode.

5.3.2 Memory Leakage
The problem of memory leakage for the proposed tramework have analyzed by finding

various surviving generations and relative time spent in the garbage collections. From
Fig. 5.4(a) and Fig. 5.4(b), one can find that once the framework gets initialized total

number of surviving generations becomes constant and remains at 6 for both the modes,
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till the login-duration ends, which represent the framework behaves similarly for both
of our proposed modes. So, there is no problem of memory leakage in proposed
framework. Here, maximum relative time spent in garbage collection is 0.6% and 1.2%

respectively for both of the modes as shown in Fig. 5.4(a) and Fig. 5.4(b).

1 © | 00z
F80%
3 AM, Aug 27, 2012
Relative Time Spent in GC 0.0 %
- (-80%
- 40%
F20%
T 1 T 1
11:15AM 11:20 AM 11:25AM 11:30 AM
(@)
1 Oy
F80%
s 7 AM, Aug 27, 2012
Relative Time Spent in GC 0.0 % [ 60%
1.2 %
- 40%
F20%
T T T T T 0%
10:25 AM 10:30 AM 10:35 AM 10:40 AM 10:45 AM
(b)

Figure 5.4: Analysis of memory performance for Surviving generations vs. Relative time spent in GC.
For each graph, x-axis denotes the time in (HH:MM) and yl-axis shows the surviving generations and y2-
axis shows the relative time spent in GC (%) (a) Swift Mode and, (b) Exhaustive Mode.
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5.3.3 Thread Analysis
In this subsection, we have analyzed the detailed view of the memory performance for

various running threads versus loaded classes. It is very much similar to the scenario
discussed in thread monitoring section. From Fig. 5.5(a), Fig. 5.5(b1) and Fig. 5.5(b2),
one can find that the maximum number of threads remains at 10 and 11, respectively for
both the modes, with a little variation in maximum loaded classes in exhaustive mode.
In Fig. 5.5(a), this can be observed that during the supplied login duration of 20 minutes
no new thread is created and total number of threads remains constant, which reveals
that proposed framework is executed under swift mode and no popup window is
activated during the supplied log-duration. The main reason behind this is in the swift
mode, we are very much concern about the user and not about their activity for each
minute on the computer system. Due to this, we are not concern about the percentage of
total CPU usage in each snapshot, though we have recorded this CPU usage percentage
in this mode too for future purpose. At the end of login-duration, some threads get
activated from sleep mode and some are created newly, details of which can be found in
the thread monitoring section. It is also because at this time popup window gets
activated as the supplied login-duration time gets over to know the user status on the

machine and threads are created.

11:21:34621 AM, Aug 27, 2012

Loaded Clsses 3,606

2,000

k1,000

T T T T
11:15AM 120 AM 11:25AM 11:30 AM

(@)
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1 10:25:32.714 AM, Aug 27, 2012

Loaded Classes 3,697
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L 2,000
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T T T T T Y
10:26 AM 10:28 AM 10:30 AM 10:32 AM 10:34 AM 10:35 AM

(D

3 AM, Aug 27, 2012

Loaded Chsses 3,697

3,000

2,000

I-1,000

T T T
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Figure 5.5: Analysis of memory performance using ESSA algorithm for threads versus loaded classes.
For each graph, x-axis denotes the time in (HH:MM) and y1-axis shows the running threads and y2-axis
shows the loaded classes. (a) Swift mode, (bl) and (b2) Exhaustive mode. (b2 is an extension of bl).

In the exhaustive mode, as shown in Fig. 5.5(b1) and Fig. 5.5(b2) various peaks are
shown after each minute of time interval, which represents that the ESSA algorithm is
performing a check throughout the interval to find the percentage of total CPU usage
and this utilization is found always below the threshold for each snapshots then an inner

timer in the form of popup window to find the user’s activity on the machine gets

Page |91



started otherwise this inner timer thread gets cancelled. The purpose of popup window
is to know the user consensus on the machine. Here, to perform the performance
evaluation till the end of login-duration we have pressed “YES” whenever the popup

window was activated.

5.4ANALYZE CPU PERFORMANCE

By using CPU performance measurement, the proposed framework have been analyzed
and obtained data related to its performance including the time required to execute a
code fragment within a method and the number of times that particular method was
invoked. We have analyzed the CPU performance separately in both the modes: Swift
mode and Exhaustive mode. For both the modes, we have profiled the CPU only for

project related classes that includes the core java classes only.

54.1 CPU performance in Swift Mode
In this mode, the CPU performance analysis is performed for entire supplied login

duration time up to 20 minutes. This analysis is shown in the following Fig. 5.6 (al)
and Fig. 5.6 (a2) that shows the call tree method for login-duration, CPUlnfo and
various threads created to monitor the proposed framework. Fig. 5.6 (al) shows the call
tree methods AWT-EventQueue-0, Thread-8 and main. The significant description
about these methods is given in Table 5.1. We can observe that methods are invoked

whenever they are required. Here, Thread-8 works till the end of login-duration.

Call Tree -Method Time [%] v Time Invocations
1 O AWT-EventQueue-0

- 9 org.juitw.timer,Durations 1 actionPerformed
-3 org.juitw.visual LoginDuration$ 1. actionPerfort G
-8 org.juitw.visual. PowerSaverMainwindows1. stateChanged (s Event)
£-£0 Thread-8

=% org.juitw.visual LeginDuration$2, run ()

i (@ self time

) arg.juitw.process. collectar, CRUInfo, <init> ()

-9 arg.juitw.process. collectar, CPUINfo, output (5ing 1)

=-£3 main

11716 ms (100%
11553 ms
157 ms (1,
6.36ms
4923 me (100%
4823 ms (1
3699 ms
830 ms
341ms
192 ms
192ms (1
152 ms
118 ms
111 ms (58,
0.010 ms
33.2ms (1%,
33.8ms (2
121ms (1
15.0ms (1
5.8ms {100%

=1 % powersaver.RowerSaver. main (5
&8 org.juitw.visual.LoginDuration. D
| B+ ¥ orgijuitw.visual LoginBuration. initCemponents

org.juitw.visual.LoginDuration$ 1. <init> (org. juibw. visua

(@ self tine
-2 Thread-7
L Thread-100
£ Thread-8

(al)
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Call Tree -Method Time [%] v Time: Invocations
[ AWT-EventQueue-0 I s
[ Thread 8 ] 4923 ms
2 main ] 192ms
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=+ % org juitw.process collector, Calulat=CPUUSagesS3, bun ) ] 121ms
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Figure 5.6: Analysis of CPU performance in Swift mode (al) call tree methods for AWT-EventQueue-0,
Thread-8 and main (a2) call tree methods for Thread-7, Thread-10 and Thread-9.

In Fig. 5.6 (a2) call tree methods for user Thread-7, Thread-10 and Thread-9 are shown.
Here, user Thread-7 gets stopped as soon as the framework start its functioning,
whereas Thread-9 and Thread-10 created when the login-duration time gets over and

the new login-duration time is asked to input for continue its functioning.

54.2 CPU performance in Exhaustive Mode
In this mode, we have analyzed the CPU performance by using ESSA algorithm that

checks the user activity for each minute and record the snapshots of total CPU uses for
each second in a file. The results obtained from this analysis are shown in Fig. 5.7 (al),

Fig. 5.7 (a2), Fig. 5.7 (a3) etc.
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Figure 5.7: Analysis of CPU performance in exhaustive mode (al) call tree methods for AWT-
EventQueue-0, Thread-8, main, and Thread-7 (a2) various user threads to monitor user activity (a3) few
expanded user threads with methods.

In the obtained results, we have analyzed the CPU performance up to 20 minutes using
only all project related classes. In these results, we can find the number of variations
trom the previously discussed scenario. In Fig. 5.7 (al) shown various call tree methods
are similar to methods shown in Fig. 5.6 (al). Here User Thread-8 continues till the end
of login-duration and User Thread-7 stops its working as the framework settle down. In
Fig. 5.7 (a2) various user threads are shown and this scenario is very much similar to
discussed scenario for Fig. 5.2 in the thread monitoring section. In Fig. 5.7 (a2), the
user threads are created for monitoring the user activity on the computer system for
each minute and whenever the percentage of total CPU usage is found below the
threshold a popup window get activated to know the user status on the machine. This
pop-up window also created some user thread for a smaller duration of time as in this
performance evaluation we have always given our consent in “YES” whenever the pop-
up window was invoked and executed the process till the end of login-duration. In Fig.
5.7 (a3) some user threads are expanded to show their detailed functioning. In this
figure, we have expanded the user Thread-10, 12, 18 and 14, all these threads are
invoked 60 times and recorded the percentage of total CPU Usage for each minute in a

file.
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For all the created user threads in each minute, we found no thread which over utilizes
the CPU. Here, all the methods are executed for their assigned time limit and proposed
ESSA algorithm invoking the popup window whenever the percentage of total CPU
usage found below the threshold for that interval because we have considered the

snapshots timing for a minute.

5.5 CONCLUSION

This chapter presents different alternatives to the use of Java Technology for real time
implementation and evaluation of the proposed energy sustainable framework. To
evaluate the performance of Java code is really a difficult task. Performance-wise Java
virtual machine (JVM) is a black box for any system analyst, which hides a lot of detail
in comparison to the native systems. JVM hides the various performance measures like
memory allocation, performance monitoring counters on the CPU, and thread
monitoring by abstracting the underlying hardware and employing custom byte code
execution mechanism. These JVMs also employ different just-in-time compilers and
different garbage collection algorithms. Therefore, it is ditficult to understand the flow
of program execution. Moreover, the behaviour of the Java execution environment is
not predictable and a number of events can lead to non-deterministic behaviour and
consequently to various difficulties in performance evaluation. A variety of tools for
JVM monitoring and application profiling are available in the market like Netbeans
profiler, JProfiler and Websphere console which can provide a good overview of
application behaviour. We have used the Profiler available in NetBeans for the
evaluation of proposed framework and monitored various threads, memory allocation,
memory leakage, garbage collection and CPU performance. In the various proposed
performance evaluation results, we have observed the constant behaviour of the
application under swift mode and exhaustive mode. We have obtained no problem
regarding memory leakage and garbage collection is performed regularly after a certain
period of time. In the thread monitoring analysis, threads are created accordingly as the
events taken place in both the modes. During the execution of the proposed framework
no unnecessary user threads are created and the CPU performance analysis methods are
executed equal to supplied login duration time and no method or process is noticed for
CPU over utilization, which in turn is responsible for overall system slowdown.

Therefore, these performance evaluation results revealed that the proposed algorithm
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achieved the proposed goals both theoretically and practically for designing a complete
energy-sustainable framework and algorithms and suggested that changes can be

incorporated into the power schemes of the operating systems.
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CONCLUSIONS AND FUTURE SCOPE

6.1 CONCLUSIONS

The rate at which information and commuunication technology devices are being
produced is proportional to the increase in the energy consumed and heat dissipated by
these devices that poses the problem of an energy crisis and exacerbation of the
greenhouse gas problem and global warming. We cannot escape the fact that the world
is becoming more and more dependent upon the use of ICT, and that personal
computers are one of the means. It is predicted that the sales of computers are
increasing explosively, therefore reducing the energy consumption of electronic
systems as well as personal computers are the biggest challenge for researchers and
scientists. This emerging issue of the power dissipation has imposed a very significant
question on the system and software design and it is believed that in the future there

will be a great demand for energy-sustainable software.

Energy consumption is now becoming an emerging area as a dominant performance
measure of the computer systems in place of considering the speed of the system. In the
computer systems, the energy management can achieve it variety of ways and these
methods varies from hardware to software. We have focused on the various techniques
required to minimize the energy consumption by the computer systems. These
techniques are getting from hardware centric to operating system centric as the software
based techniques are easy to implement as well as they are flexible too. We have also
discussed the case scenario of Microsoft Windows power schemes and showed the
various discrepancies of these power schemes. We found that most of the time these
power schemes are not configured properly and all the power saving modes defined by
these schemes consume the 3W — 15W of energy in these modes, which is critical from
energy saving point of view. We have also presented the general view of DVFS
scheduling algorithms, which are more common in modern computer systems for the

energy-aware computing and focus mainly on the abstraction of CPU utilization, the

Page | 98



prediction of the trend in CPU utilization, and the association of the voltage and
trequency values with CPU utilization. From the various discussed approaches the
hardware and software based approaches are getting more attention in this direction. In
tuture, the operating system should supply a module to do power profiling as well as

supply configurable accuracy.

For designing an energy efficient computer system, ultimately require the
development of fundamental frameworks, algorithmic techniques, and principles that
can be used to guide practical solutions. For the proposed energy sustainable
framework, we have considered the principle of user centric management as personal
computers, televisions, personal media gadgets etc. All these systems are user centric as
they receive inputs from the user and deliver services to them so their energy
management must be user centric. The main objective of the proposed techniques is to
structure concepts, strategies, and activities to design an energy-sustainable power
scheme. We have implemented the proposed energy sustainable user centric framework
tor personal computers, which monitors system workload as well as the user behavior
and represents a good alternative for the existing power schemes of Windows operating
system. This framework is very much user centric as during login to the system it tries
to know the user consensus by knowing the approximate user’s work fime on the
machine and implements the two different modes of working for this framework. The
main objective of this framework is to structure concepts, strategies, and activities to
design an energy-sustainable power scheme. This framework is useful for both the
desktops and laptops. The unique characteristic of this framework is that it required
minimal input and calculations for saving energy. We have also compared the
functioning of existing power scheme in Windows operating systems for the proposed
user centric energy sustainable framework and it is find that the proposed modes, Swift
mode and Exhaustive mode detects the human activity on the computer system in an
effective manner and based on the time value supplied by the user during login to the
system. In our comparison results, we have found that Swift mode provides more than
66% of energy savings and exhaustive mode provides more than 93% of energy savings
over existing power scheme in Windows operating system. For the designed energy
sustainable framework, we have proposed two algorithms known as Swift mode
algorithm and ESSA algorithm. These algorithms are based on user interactions with

the computer system. Swift mode algorithm tries to know the user consensus before
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starting work on the computer system by prompting the user to enter time for login
duration and continue its working till the login duration time comes at end. Once the
given login duration time expires, the algorithm again tries to know the user consensus.
In case, user is available, a new login time value may be supplied otherwise algorithm
will switch the computer system to hibernate or shutdown mode to minimize energy
consumption. However, the proposed ESSA algorithm is very much different in its
functioning with the swift mode and claims for more energy saving. This algorithm
constantly tracks the total CPU usage of all running processes on a computer system
and whenever it is found that the computer system is in idle mode or the user of the
system has left the computer inactive, the algorithm switches the state of the system
from idle or inactive to hibernate or shutdown. The working principle of the proposed
algorithm is based on determining whether the system is idle or in an inactive state
because theoretically at that time the percentage of total CPU usage should be zero,
otherwise, as indicated by our various results for cluster machines, it should be below
the threshold limit defined by the user to enable the system make the decision to

hibernate or shutdown.

In the several performance evaluation results for the proposed framework, we have
observed the constant behaviour of the application under swift mode and exhaustive
mode. We have observed that there is no any problem regarding memory leakage and
garbage collection is performed regularly after a certain period of time. In thread
monitoring analysis, threads are created accordingly as the events occurred in both the
modes and any unnecessary user threads are not created during the execution of
proposed framework. During CPU performance, the analysis methods are executed
equal to supplied login duration time and no method or process is noticed for CPU over
utilization which in turn is responsible for overall system slowdown. Therefore, these
performance evaluation results revealed that the proposed algorithm achieved the
proposed goals both theoretically and practically for designing a complete energy-
sustainable framework and algorithms. However, the suggested changes can be
incorporated into the power schemes of operating systems. We also hope that our
tramework and algorithms will be useful to the researchers and scientists for the

development of a comprehensive solution for the energy-sustainable computing.
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6.2 FUTURE SCOPE

Beyond the discussed framework and algorithms in this work, the proposed energy
sustainable framework has potential challenges such as the implementation of this kind
of framework in to Windows operating systems is a tricky process. In the presented
work, we apparently restrict ourselves to the percentage of total CPU usage for
performing user centric energy management. However, during the analysis and finding
of our results using CPU utilization, we have not considered the usage of primary
memory and other peripherals which is not covered in this work but it can play decisive
role in making decision by the proposed framework and can be considered into account
in the future works. In another decisive factor for the proposed energy sustainable
framework that is we have obtained the various results on a Virus and Trojans free
computer systems whereas the presence of Virus and Trojans can increase the total
CPU utilization so this can be a situation where user is not present on the machine and
proposed algorithm fails to make decision. So, this can also be taken into account in the

future works.

In another approach about the scalability of the proposed framework, as at present it is
very much restricted to personal computers only and in future works, we can use it for
servers, mobile devices and other more user centric devices like TV etc. by proposing
or enhancing the current algorithms and framework. We can extend this work to make it
more users centric by introducing the concept of image processing. As we know that
modern mobile devices and computers are equipped with webcam facility in them,
which can use it to know the presence of the user on the machine. We hope that, this
concept will not only strengthen our ESSA algorithm but also will be able to make

more appropriate decision to minimize energy consumption.
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